*A real-life example of Binary Search:*

Problem statement: Assume there is a dictionary and we have to find the word “raj”.

Method 1: One of the many ways is to check every possible page of the entire dictionary and see if we can find the word “raj”. This technique is known as linear search.

Basically, we can traverse from the first till the end to find the target value in the search space i.e. the entire dictionary in our example

Method 2: In this case, we will optimize our search by using the property of a dictionary i.e. a dictionary is always in the sorted order.

We will first try to open the dictionary in such a way that it is roughly divided into two parts. Then, we will check the left page. Now, assume the words on the left page starts with ‘s’. We can certainly say that our target word i.e. “raj” definitely comes before the words start with ‘s’. So, now, we need not search in the entire dictionary rather we will only search in the left half.

Now, we will do the same thing with the left half. First, we will divide it into 2 halves and then try to locate which half contains the word “raj”. Eventually, after certain steps, we will end up finding the word “raj”.

This is a typical real-life example of binary search.

Note:

Binary search is only applicable in a sorted search space.

The sorted search space does not necessarily have to be a sorted array. It can be anything but the search space must be sorted.

In binary search, we generally divide the search space into two equal halves and then try to locate which half contains the target. According to that, we shrink the search space size.

*BS ON 1D ARRAYS*

1. **Binary Search to find X in sorted array.**

**Iterative Implementation :**

Algorithm / Intuition

We will use a couple of pointers i.e. low and high to apply binary search. Initially, the low pointer should point to the first index and the high pointer should point to the last index.
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Search space: The entire area between the low and the high pointer(including them) is considered the search space. Here, the search space is sorted.

Algorithm:

Now, we will apply the binary search algorithm in the given array:

Step 1: Divide the search space into 2 halves:

In order to divide the search space, we need to find the middle point of it. So, we will take a ‘mid’ pointer and do the following:

mid = (low+high) // 2

Step 2: Compare the middle element with the target:

In this step, we can observe 3 different cases:

If arr[mid] == target: We have found the target. From this step, we can return the index of the target possibly.

If target > arr[mid]: This case signifies our target is located on the right half of the array. So, the next search space will be the right half.

If target < arr[mid]: This case signifies our target is located on the left half of the array. So, the next search space will be the left half.

Step 3: Trim down the search space:

Based on the probable location of the target we will trim down the search space.

If the target occurs on the left, we should set the high pointer to mid-1. Thus the left half will be the next search space.

Similarly, if the target occurs on the right, we should set the low pointer to mid+1. Thus the right half will be the next search space.

The above steps will continue until either we found the target or the search space becomes invalid i.e. high < low. By definition of search space, it will lose its existence if the high pointer is appearing before the low pointer.

**Dry-run:**
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Note: If the target is not present in the array, low and high will cross each other.

public static int search(int[] arr,int target)  
{  
 int start = 0;  
 int end = arr.length-1;  
 int mid = 0;  
  
 while(start<=end)  
 {  
 mid = (start+end)/2;  
 if(target == arr[mid])  
 {  
 return mid;  
 }  
 else if(arr[mid]<target)  
 {  
 start = mid+1;  
 }  
 else  
 {  
 end = mid-1;  
 }  
 }  
  
 return -1;  
}

**TIME COMPLEXITY:** O(logN)

Let’s derive the number of divisions mathematically,

If a number n can be divided by 2 for x times:

2^x = n

Therefore, x = logn (base is 2)

So the overall time complexity is O(logN), where N = size of the given array.

**SPACE COMPLEXITY**: O(1)

**Recursive Implementation :**

Algorithm / Intuition

Recursive implementation:

Pre-requisite: Recursion section

Approach:

Assume, the recursive function will look like this: binarySearch(nums, low, high). It basically takes 3 parameters i.e. the array, the low pointer, and the high pointer. In each recursive call, we will change the value of low and high pointers to trim down the search space. Except for this, the rest of the steps will be the same.

The steps are as follows:

Step 1: Divide the search space into 2 halves:

In order to divide the search space, we need to find the middle point of it. So, we will take a ‘mid’ pointer and do the following:

mid = (low+high) // 2 ( ‘//’ refers to integer division)

Step 2: Compare the middle element with the target and trim down the search space:

In this step, we can observe 3 different cases:

If arr[mid] == target: We have found the target. From this step, we can return the index of the target, and the recursion will end.

If target > arr[mid]: This case signifies our target is located on the right half of the array. So, the next recursion call will be binarySearch(nums, mid+1, high).

If target < arr[mid]: This case signifies our target is located on the left half of the array. So, the next recursion call will be binarySearch(nums, low, mid-1).

Base case: The base case of the recursion will be low > high. If (low > high), the search space becomes invalid which means the target is not present in the array.

public static int search2(int[] arr,int target,int high,int low)  
{  
 if(low>high)  
 return -1;  
 int mid = (low+high)/2;  
 if(arr[mid] == target)  
 return mid;  
 else if(arr[mid]<target)  
 return *search2*(arr,target,high,mid+1);  
 return *search2*(arr,target,mid-1,low);  
}

**TIME COMPLEXITY:** O(logN)

Let’s derive the number of divisions mathematically,

If a number n can be divided by 2 for x times:

2^x = n

Therefore, x = logn (base is 2)

So the overall time complexity is O(logN), where N = size of the given array.

**SPACE COMPLEXITY**: O(logN)

Each recursive call adds a new frame to the call stack, and since binary search makes at most O(log n) recursive calls (because it halves the search space at each step), the space complexity is O(log n) due to the recursion stack.

**2.** **Implement Lower Bound.**

The lower bound algorithm finds the first or the smallest index in a sorted array where the value at that index is greater than or equal to a given key i.e. x.2

The lower bound is the smallest index, ind, where arr[ind] >= x. But if any such index is not found, the lower bound algorithm returns n i.e. size of the given array.

**Example 1:**

Input Format:

N = 4, arr[] = {1,2,2,3}, x = 2

Result:

1

Explanation:

Index 1 is the smallest index such that arr[1] >= x.

**Example 2:**

Input Format:

N = 5, arr[] = {3,5,8,15,19}, x = 9

Result:

3

Explanation:

Index 3 is the smallest index such that arr[3] >= x.

**Brute – Force Approach:**

Naive approach (Using linear search):

Let’s understand how we can find the answer using the linear search algorithm. With the knowledge that the array is sorted, our approach involves traversing the array starting from the beginning. During this traversal, each element will be compared with the target value, x. The index, i, where the condition arr[i] >= x is first satisfied, will be the answer.

public static int lowerBound(int []arr, int n, int x) {  
 for (int i = 0; i < n; i++) {  
 if (arr[i] >= x) {  
 // lower bound found:  
 return i;  
 }  
 }  
 return n;  
}

**TIME COMPLEXITY**: O(N), where N = size of the given array.

Reason: In the worst case, we have to travel the whole array. This is basically the time complexity of the linear search algorithm.

**SPACE COMPLEXITY**: O(1) as we are using no extra space.

**Optimal Approach:**

As the array is sorted, we will apply the Binary Search algorithm to find the index. The steps are as follows:

We will declare the 2 pointers and an ‘ans’ variable initialized to n i.e. the size of the array(as If we don’t find any index, we will return n).

Place the 2 pointers i.e. low and high: Initially, we will place the pointers like this: low will point to the first index, and high will point to the last index.

Calculate the ‘mid’: Now, we will calculate the value of mid using the following formula:

mid = (low+high) / 2 .

Compare arr[mid] with x: With comparing arr[mid] to x, we can observe 2 different cases:

Case 1 - If arr[mid] >= x: This condition means that the index mid may be an answer. So, we will update the ‘ans’ variable with mid and search in the left half if there is any smaller index that satisfies the same condition. Here, we are eliminating the right half.

Case 2 - If arr[mid] < x: In this case, mid cannot be our answer and we need to find some bigger element. So, we will eliminate the left half and search in the right half for the answer.

public static int LowerBound(int[] arr, int n, int x)  
{  
 int ans = n;  
 int low = 0;  
 int high = arr.length-1;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 if(arr[mid] >= x)  
 {  
 ans = mid;  
 high = mid-1;  
 }  
 else {  
 low = mid+1;  
 }  
 }  
 return ans;  
}

**TIME COMPLEXITY**: O(logN), where N = size of the given array.

Reason: We are basically using the Binary Search algorithm.

**SPACE COMPLEXITY**: O(1) as we are using no extra space.

**3.** **Implement Upper Bound.**

The upper bound algorithm finds the first or the smallest index in a sorted array where the value at that index is greater than the given key i.e. x.

The upper bound is the smallest index, ind, where arr[ind] > x.

But if any such index is not found, the upper bound algorithm returns n i.e. size of the given array. The main difference between the lower and upper bound is in the condition. For the lower bound the condition was arr[ind] >= x and here, in the case of the upper bound, it is arr[ind] > x.

**Input Format:**

Example 1:

Input Format:

N = 4, arr[] = {1,2,2,3}, x = 2

Result:

3

Explanation:

Index 3 is the smallest index such that arr[3] > x.

Example 2:

Input Format:

N = 6, arr[] = {3,5,8,9,15,19}, x = 9

Result:

4

Explanation:

Index 4 is the smallest index such that arr[4] > x

**Brute – Force Approach:**

Naive approach (Using linear search):

Let’s understand how we can find the answer using the linear search algorithm. With the knowledge that the array is sorted, our approach involves traversing the array starting from the beginning. During this traversal, each element will be compared with the target value, x. The index, i, where the condition arr[i] > x is first satisfied, will be the answer.

public static int UpperBound(int []arr, int n, int x) {

for (int i = 0; i < n; i++) {  
 if (arr[i] > x) {  
 // lower bound found:  
 return i;  
 }  
 }  
 return n;  
}

**TIME COMPLEXITY**: O(N), where N = size of the given array.

Reason: In the worst case, we have to travel the whole array. This is basically the time complexity of the linear search algorithm.

**SPACE COMPLEXITY**: O(1) as we are using no extra space.

**Optimal Approach:**

As the array is sorted, we will apply the Binary Search algorithm to find the index. The steps are as follows:

We will declare the 2 pointers and an ‘ans’ variable initialized to n i.e. the size of the array(as If we don’t find any index, we will return n).

Place the 2 pointers i.e. low and high: Initially, we will place the pointers like this: low will point to the first index and high will point to the last index.

Calculate the ‘mid’: Now, we will calculate the value of mid using the following formula:

mid = (low+high) // 2 ( ‘//’ refers to integer division)

Compare arr[mid] with x: With comparing arr[mid] to x, we can observe 2 different cases:

Case 1 - If arr[mid] > x: This condition means that the index mid may be an answer. So, we will update the ‘ans’ variable with mid and search in the left half if there is any smaller index that satisfies the same condition. Here, we are eliminating the right half.

Case 2 - If arr[mid] <= x: In this case, mid cannot be our answer and we need to find some bigger element. So, we will eliminate the left half and search in the right half for the answer.

The above process will continue until the pointer low crosses high.

public static int UpperBound(int[] arr, int n, int x)  
{  
 int ans = n;  
 int low = 0;  
 int high = arr.length-1;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 if(arr[mid] > x)  
 {  
 ans = mid;  
 high = mid-1;  
 }  
 else {  
 low = mid+1;  
 }  
 }  
 return ans;  
}

**TIME COMPLEXITY**: O(logN), where N = size of the given array.

Reason: We are basically using the Binary Search algorithm.

**SPACE COMPLEXITY**: O(1) as we are using no extra space.

**4.** **Search Insert Position.**

*Problem Statement*:

You are given a sorted array arr of distinct values and a target value x. You need to search for the index of the target value in the array.

If the value is present in the array, then return its index. Otherwise, determine the index where it would be inserted in the array while maintaining the sorted order.

Testcases:

**Example 1:**

Input Format: arr[] = {1,2,4,7}, x = 6

Result: 3

Explanation: 6 is not present in the array. So, if we will insert 6 in the 3rd index(0-based indexing), the array will still be sorted. {1,2,4,6,7}.

**Example 2:**

Input Format: arr[] = {1,2,4,7}, x = 2

Result: 1

Explanation: 2 is present in the array and so we will return its index i.e. 1.

The primary objective of the Binary Search algorithm is to efficiently determine the appropriate half to eliminate, thereby reducing the search space by half. It does this by determining a specific condition that ensures that the target is not present in that half.

On deep introspection of the given problem, we can easily understand that we have to find the correct position or the existing position of the target number in the given array.

Now, if the element is not present, we have to find the nearest greater number of the target number. So, basically, we are trying to find an element arr[ind] >= x and hence the lower bound of the target number i.e. x.

The lower bound algorithm returns the first occurrence of the target number if the number is present and otherwise, it returns the nearest greater element of the target number.

public static int LowerBound(int[] arr, int n, int x)  
{  
 int ans = n;  
 int low = 0;  
 int high = arr.length-1;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 if(arr[mid] >= x)  
 {  
 ans = mid;  
 high = mid-1;  
 }  
 else {  
 low = mid+1;  
 }  
 }  
 return ans;  
}

***Time Complexity:***O(logN), where N = size of the given array.

Reason: We are basically using the Binary Search algorithm.

***Space Complexity:*** O(1) as we are using no extra space.

**5.** **Floor/Ceil of an array.**

***Problem Statement***:

You're given an sorted array arr of n integers and an integer x. Find the floor and ceiling of x in arr[0..n-1].

The **floor** of x is the largest element in the array which is smaller than or equal to x.

The **ceiling** of x is the smallest element in the array greater than or equal to x.

Testcases:

Example 1:

Input Format: n = 6, arr[] ={3, 4, 4, 7, 8, 10}, x= 5

Result: 4 7

Explanation: The floor of 5 in the array is 4, and the ceiling of 5 in the array is 7.

Example 2:

Input Format: n = 6, arr[] ={3, 4, 4, 7, 8, 10}, x= 8

Result: 8 8

Explanation: The floor of 8 in the array is 8, and the ceiling of 8 in the array is also 8.

The floor of x is the largest element in the array which is smaller than or equal to x( i.e. largest element in the array <= x).

The ceiling of x is the smallest element in the array greater than or equal to x( i.e. smallest element in the array >= x).

From the definitions, we can easily understand that the ceiling of x is basically the lower bound of x. The lower bound algorithm returns the index of x if x is present in the array and otherwise, it returns the index of the smallest element in the array greater than x.

The implementation of Ceil will be the same as the lower bound algorithm.

But we have no such algorithm prepared for the floor. So, we will implement the floor algorithm based on the Binary Search algorithm. The only difference in the algorithm compared to the lower bound algorithm will be the conditions. In this case,

If arr[mid] <= x: arr[mid] is a possible answer. So, we will store it and will try to find a larger number that satisfies the same condition. That is why we will remove the left half and try to find the number in the right half.

If arr[mid] > x: The arr[mid] is definitely not the answer and we need a smaller number. So, we will reduce the search space to the left half by removing the right half.

The rest of the part of the algorithm will be exactly the same.

public static int getFloor(int[] a,int n,int x)  
{  
 int low = 0;  
 int high = a.length-1;  
 int ans = -1;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 if(a[mid] <= x)  
 {  
 ans = a[mid];  
 low = mid+1;  
 }  
 else  
 {  
 high = mid-1;  
 }  
 }  
 return ans;  
}

public static int getCeil(int[] a,int n,int x)  
{  
 int low = 0;  
 int high = a.length-1;  
 int ans = -1;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 if(a[mid] >= x)  
 {  
 ans =a[mid];  
 high = mid-1;  
 }  
 else  
 {  
 low = mid+1;  
 }  
 }  
  
 return ans;  
}

***Time Complexity:*** O(logN), where N = size of the given array.

Reason: We are basically using the Binary Search algorithm.

***Space Complexity***: O(1) as we are using no extra space.

**6.** **Find the first or last occurrence of a given number in a sorted array.**

Given an array of integers nums sorted in non-decreasing order, find the starting and ending position of a given target value.

If target is not found in the array, return [-1, -1].

**Example 1:**

Input: nums = [5,7,7,8,8,10], target = 8

Output: [3,4]

**Example 2:**

Input: nums = [5,7,7,8,8,10], target = 6

Output: [-1,-1]

**Example 3:**

Input: nums = [], target = 0

Output: [-1,-1]

**Brute – Force Approach:**

As the array is already sorted, start traversing the array from the front and from the back using a for loop and check whether the element is present or not.

If the target element is present, break out of the loop and print the resulting index.

If the target element is not present inside the array, then print -1

public static int first(int n, int key, int[] v) {  
 int res = -1;  
 for (int i = 0; i < n ; i++) {  
 if (v[i] == key) {  
 res = i;  
 break;  
 }  
 }  
 return res;  
}

public static int last(int n, int key, int[] v) {  
 int res = -1;  
 for (int i = n - 1; i >= 0; i--) {  
 if (v[i] == key) {  
 res = i;  
 break;  
 }  
 }  
 return res;  
}

***Time Complexity***: O(n)

***Space Complexity***: O(1)

**Optimal Approach:**

**Using Binary Search**

Whenever the word “sorted” or other similar terminologies are used in an array question, BINARY SEARCH can be one of the approaches.

Initially consider the start=0 and the end=n-1 pointers and the result as -1.

Till start does not crossover end pointer compare the mid element

If the mid element is equal to the key value, store the mid-value in the result and move the start pointer to mid+1(move back for last) and mid-1(move front for first)

Else if the key value is less than the mid element then end= mid-1(move leftward)

Else do start = mid+1 (move rightwards)

public static int[] searchRange(int[] nums, int target)  
{  
 int first = *first*(nums,target);   
 int last = *last*(nums,target);  
 return new int[]{first,last};  
}  
  
public static int first(int[] nums,int target)  
{  
 int low = 0;  
 int high = nums.length-1;  
 int ans = -1;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 if(nums[mid] == target)  
 {  
 ans = mid;  
 high = mid-1;  
 }  
 else if(nums[mid] < target)  
 {  
 low = mid+1;  
 }  
 else  
 {  
 high = mid-1;  
 }  
 }  
 return ans;  
}  
  
public static int last(int[] nums,int target)  
{  
 int low = 0;  
 int high = nums.length-1;  
 int ans = -1;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 if(nums[mid] == target)  
 {  
 ans = mid;  
 low=mid+1;  
 }  
 else if(nums[mid] < target)  
 {  
 low = mid+1;  
 }  
 else  
 {  
 high = mid-1;  
 }  
 }  
 return ans;  
}

**Time Complexity:** O(2\*log n)6

**Space Complexity:** O(1)

**7.** **Count occurrences of a number in a sorted array with duplicates**

**Example 1:**

Input:

N = 7, X = 3 , array[] = {2, 2 , 3 , 3 , 3 , 3 , 4}

Output

: 4

Explanation:

3 is occurring 4 times in the given array so it is our answer.

**Example 2:**

Input:

N = 8, X = 2 , array[] = {1, 1, 2, 2, 2, 2, 2, 3}

Output

: 5

Explanation:

2 is occurring 5 times in the given array so it is our answer.

**Brute – Force Approach:**

Linear Search

public static int count(int[] arr, int n, int x) {  
 int cnt = 0;  
 for (int i = 0; i < n; i++) {  
  
 // counting the occurrences:  
 if (arr[i] == x) cnt++;  
 }  
 return cnt;  
}

**Time Complexity**: O(N), N = size of the given array

Reason: We are traversing the whole array.

**Space Complexity**: O(1) as we are not using any extra space.

**Optimal Approach: Binary Search**

Total number of occurrences = last occurrence - first occurrence + 1

public static int count(int arr[], int n, int x)  
{  
 int first = *first*(arr,x);  
 int last = *last*(arr,x);  
 if(first == 0 && last == 0)return 0;  
 return last-first+1;  
}  
  
public static int first(int[] arr,int x)  
{  
 int low = 0;  
 int high = arr.length-1;  
 int ans = 0;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 if(arr[mid] == x)  
 {  
 ans = mid;  
 high = mid-1;  
 }  
 else if(arr[mid]<x)  
 {  
 low = mid+1;  
 }  
 else  
 {  
 high = mid - 1;  
 }  
 }  
 return ans;  
}  
public static int last(int[] arr,int x)  
{  
 int low = 0;  
 int high = arr.length-1;  
 int ans = 0;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 if(arr[mid] == x)  
 {  
 ans = mid;  
 low=mid+1;  
 }  
 else if(arr[mid]<x)  
 {  
 low = mid+1;  
 }  
 else  
 {  
 high = mid - 1;  
 }  
 }  
 return ans;  
}

**Time Complexity:** O(2\*logN), where N = size of the given array.

Reason: We are basically using the binary search algorithm twice.

**Space Complexity**: O(1) as we are using no extra space.

**8.** **Single element in a Sorted array**

**Example 1:**

Input Format:

arr[] = {1,1,2,2,3,3,4,5,5,6,6}

Result:

4

Explanation:

Only the number 4 appears once in the array.

**Example 2:**

Input Format:

arr[] = {1,1,3,5,5}

Result:

3

Explanation:

Only the number 3 appears once in the array.

Your solution must run in O(log n) time and O(1) space.

**Brute – Force Approach 1:**

public static int singleNonDuplicate(ArrayList<Integer> arr) {  
 int n = arr.size();  
 if (n == 1)  
 return arr.get(0);  
  
 for (int i = 0; i < n; i++) {  
 if (i == 0) {  
 if (!arr.get(i).equals(arr.get(i + 1)))  
 return arr.get(i);  
 }  
 else if (i == n - 1) {  
 if (!arr.get(i).equals(arr.get(i - 1)))  
 return arr.get(i);  
 } else {  
 if (!arr.get(i).equals(arr.get(i - 1)) && !arr.get(i).equals(arr.get(i + 1)))  
 return arr.get(i);  
 }  
 }  
 return -1;  
}

**Time Complexity**: O(N), N = size of the given array.

**Space Complexity**: O(1) as we are not using any extra space.

**Brute – Force Approach 2:**

Using XOR

public static int singleNonDuplicate(ArrayList<Integer> arr) {  
 int n = arr.size(); //size of the array.  
 int ans = 0;  
 // XOR all the elements:  
 for (Integer integer : arr) {  
 ans = ans ^ integer;  
 }  
 return ans;  
}

**Time Complexity**: O(N), N = size of the given array.

**Space Complexity**: O(1) as we are not using any extra space.

**Optimal Approach(Using Binary Search):**

The primary objective of the Binary Search algorithm is to efficiently determine the appropriate half to eliminate, thereby reducing the search space by half. It does this by determining a specific condition that ensures that the target is not present in that half.

We need to consider 2 different cases while using Binary Search in this problem. Binary Search works by reducing the search space by half. So, at first, we need to identify the halves and then eliminate them accordingly. In addition to that, we need to check if the current element i.e. arr[mid] is the ‘single element’.

If we can resolve these two cases, we can easily apply Binary Search in this algorithm.

How to check if arr[mid] i.e. the current element is the single element:

A crucial observation to note is that if an element appears twice in a sequence, either the preceding or the subsequent element will also be the same. But only for the single element, this condition will not be satisfied. So, to check this, the condition will be the following:

If arr[mid] != arr[mid-1] and arr[mid] != arr[mid+1]: If this condition is true for arr[mid], we can conclude arr[mid] is the single element.

The above condition will throw errors in the following 3 cases:

If the array size is 1.

If ‘mid’ points to 0 i.e. the first index.

If ‘mid’ points to n-1 i.e. the last index.

Note: At the start of the algorithm, we address the above edge cases without requiring separate conditions during the check for arr[mid] inside the loop. And the search space will be from index 1 to n-2 as indices 0 and n-1 have already been checked.

Resolving edge cases:

If n == 1: This means the array size is 1. If the array contains only one element, we will return that element only.

If arr[0] != arr[1]: This means the very first element of the array is the single element. So, we will return arr[0].

If arr[n-1] != arr[n-2]: This means the last element of the array is the single element. So, we will return arr[n-1].

How to identify the halves:

By observing the above image, we can clearly notice a striking distinction between the index sequences of the left and right halves of the single element in the array.

The index sequence of the duplicate numbers in the left half is always (even, odd). That means one of the following conditions will be satisfied if we are in the left half:

If the current index is even, the element at the next odd index will be the same as the current element.

Similarly, If the current index is odd, the element at the preceding even index will be the same as the current element.

The index sequence of the duplicate numbers in the right half is always (odd, even). That means one of the following conditions will be satisfied if we are in the right half:

If the current index is even, the element at the preceding odd index will be the same as the current element.

Similarly, If the current index is odd, the element at the next even index will be the same as the current element.

Now, we can easily identify the left and right halves, just by checking the sequence of the current index, i, like the following:

If (i % 2 == 0 and arr[i] == arr[i+1]) or (i%2 == 1 and arr[i] == arr[i-1]), we are in the left half.

If (i % 2 == 0 and arr[i] == arr[i-1]) or (i%2 == 1 and arr[i] == arr[i+1]), we are in the right half.

Note: In our case, the index i refers to the index ‘mid’.

How to eliminate the halves:

If we are in the left half of the single element, we have to eliminate this left half (i.e. low = mid+1). Because our single element appears somewhere on the right side.

If we are in the right half of the single element, we have to eliminate this right half (i.e. high = mid-1). Because our single element appears somewhere on the left side.

Now, we have resolved the problems and we can use the binary search accordingly.

Algorithm:

The steps are as follows:

If n == 1: This means the array size is 1. If the array contains only one element, we will return that element only.

If arr[0] != arr[1]: This means the very first element of the array is the single element. So, we will return arr[0].

If arr[n-1] != arr[n-2]: This means the last element of the array is the single element. So, we will return arr[n-1].

Place the 2 pointers i.e. low and high: Initially, we will place the pointers excluding index 0 and n-1 like this: low will point to index 1, and high will point to index n-2 i.e. the second last index.

Calculate the ‘mid’: Now, inside a loop, we will calculate the value of ‘mid’ using the following formula:

mid = (low+high) // 2 ( ‘//’ refers to integer division)

Check if arr[mid] is the single element:

If arr[mid] != arr[mid-1] and arr[mid] != arr[mid+1]: If this condition is true for arr[mid], we can conclude arr[mid] is the single element. We will return arr[mid].

If (mid % 2 == 0 and arr[mid] == arr[mid+1])

or (mid%2 == 1 and arr[mid] == arr[mid-1]): This means we are in the left half and we should eliminate it as our single element appears on the right. So, we will do this:

low = mid+1.

Otherwise, we are in the right half and we should eliminate it as our single element appears on the left. So, we will do this: high = mid-1.

The steps from 5 to 8 will be inside a loop and the loop will continue until low crosses high.

public int singleNonDuplicate(int[] nums)  
{  
 if(nums.length==1 || nums[0] != nums[1])  
 {  
 return nums[0];  
 }  
 if(nums[nums.length-1] != nums[nums.length-2])  
 {  
 return nums[nums.length-1];  
 }  
 int low = 0;  
 int high = nums.length-1;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 if(nums[mid] != nums[mid-1] && nums[mid] != nums[mid+1] )  
 {  
 return nums[mid];  
 }  
 else if(nums[mid] == nums[mid-1] && mid%2 == 1 || nums[mid] == nums[mid+1] && mid%2 == 0)  
 {  
 low = mid+1;  
 }  
 else  
 {  
 high = mid-1;  
 }  
 }  
 return -1;  
}

**Time Complexity:** O(logN), N = size of the given array.

**Space Complexity**: O(1) as we are not using any extra space.

**9.** **Peak element**

**Problem Statement**: Given an array of length N. Peak element is defined as the element greater than both of its neighbors. Formally, if 'arr[i]' is the peak element, 'arr[i - 1]' < 'arr[i]' and 'arr[i + 1]' < 'arr[i]'. Find the index(0-based) of a peak element in the array. If there are multiple peak numbers, return the index of any peak number.

You may imagine that nums[-1] = nums[n] = -∞. In other words, an element is always considered to be strictly greater than a neighbor that is outside the array.

**Example 1:**

Input Format: arr[] = {1,2,3,4,5,6,7,8,5,1}

Result: 7

Explanation: In this example, there is only 1 peak that is at index 7.

**Example 2:**

Input Format: arr[] = {1,2,1,3,5,6,4}

Result: 1

Explanation: In this example, there are 2 peak numbers that are at indices 1 and 5. We can consider any of them.

**Example 3:**

Input Format: arr[] = {1, 2, 3, 4, 5}

Result: 4

Explanation: In this example, there is only 1 peak that is at the index 4.

**Example 4:**

Input Format: arr[] = {5, 4, 3, 2, 1}

Result: 0

Explanation: In this example, there is only 1 peak that is at the index 0.

**What is a peak element?**

A peak element in an array refers to the element that is greater than both of its neighbors. Basically, if arr[i] is the peak element, arr[i] > arr[i-1] and arr[i] > arr[i+1].

**Brute – Force Approach :**

A simple approach involves iterating through the array and checking specific conditions for each element to determine the peak. By considering all the necessary conditions, including edge cases, our final condition can be summarized as follows:

If ((i == 0 or arr[i-1] < arr[i]) and (i == n-1 or arr[i] > arr[i+1])), we have found a peak. In such cases, we can return the index of the element satisfying this condition.

public static int findPeakElement(ArrayList<Integer> arr) {  
 int n = arr.size(); // Size of array.  
  
 for (int i = 0; i < n; i++) {  
 // Checking for the peak:  
 if ((i == 0 || arr.get(i - 1) < arr.get(i))  
 && (i == n - 1 || arr.get(i) > arr.get(i + 1))) {  
 return i;  
 }  
 }  
 // Dummy return statement  
 return -1;  
}

**Time Complexity**: O(N), N = size of the given array.

**Space Complexity**: O(1) as we are not using any extra space.

**Optimal Approach(Using Binary Search):**

The primary objective of the Binary Search algorithm is to efficiently determine the appropriate half to eliminate, thereby reducing the search space by half. It does this by determining a specific condition that ensures that the target is not present in that half.

Until now, we have found how to identify if an element is a peak. But since binary search works by reducing the search space by half, we have to find a way to identify the halves and then eliminate them accordingly.

How to identify the halves:

By observing the above image, we can clearly notice a striking distinction between the left and right halves of the peak element in the array.

The left half of the peak element has an increasing order. This means for every index i, arr[i-1] < arr[i].

On the contrary, the right half of the peak element has a decreasing order. This means for every index i, arr[i+1] < arr[i].

Now, using the above observation, we can easily identify the left and right halves, just by checking the property of the current index, i, like the following:

If arr[i] > arr[i-1]: we are in the left half.

If arr[i] > arr[i+1]: we are in the right half.

How to eliminate the halves accordingly:

If we are in the left half of the peak element, we have to eliminate this left half (i.e.

low = mid+1). Because our peak element appears somewhere on the right side.

If we are in the right half of the peak element, we have to eliminate this right half (i.e. high = mid-1). Because our peak element appears somewhere on the left side.

p>Now, let’s see if these conditions are enough to handle the array with multiple peaks. Based on the observation, in an array with multiple peaks, an index has four possible positions as follows:

The index is a common point where a decreasing sequence ends and an increasing sequence begins.

The index might be on the left half.

The index might be the peak itself.

The index might be on the right half.

Until now, we have found how to identify if an element is a peak and how to identify the halves and then eliminate them accordingly. So, the last 3 cases have been resolved. We have to find out how the first case should be handled.

If an index is a common point where a decreasing sequence ends and an increasing sequence begins, we can actually eliminate either the left or right half. Because both halves of such an index contain a peak.

So, we decide to merge this case with the condition If arr[i+1] < arr[i]. You can choose otherwise as well.

Algorithm:

Note: At the start of the algorithm, we address the edge cases of identifying the peak element without requiring separate conditions during the check for arr[mid] inside the loop. And the search space will be from index 1 to n-2 as indices 0 and n-1 have already been checked in the edge cases.

The final steps will be as follows:

If n == 1: This means the array size is 1. If the array contains only one element, we will return that index i.e. 0.

If arr[0] > arr[1]: This means the very first element of the array is the peak element. So, we will return the index 0.

If arr[n-1] > arr[n-2]: This means the last element of the array is the peak element. So, we will return the index n-1.

Place the 2 pointers i.e. low and high: Initially, we will place the pointers excluding index 0 and n-1 like this: low will point to index 1, and high will point to index n-2 i.e. the second last index.

Calculate the ‘mid’: Now, inside a loop, we will calculate the value of ‘mid’ using the following formula:

mid = (low+high) // 2 ( ‘//’ refers to integer division)

Check if arr[mid] is the peak element:

If arr[mid] > arr[mid-1] and arr[mid] > arr[mid+1]: If this condition is true for arr[mid], we can conclude arr[mid] is the peak element. We will return the index ‘mid’.

If arr[mid] > arr[mid-1]: This means we are in the left half and we should eliminate it as our peak element appears on the right. So, we will do this:

low = mid+1.

Otherwise, we are in the right half and we should eliminate it as our peak element appears on the left. So, we will do this: high = mid-1. This case also handles the case for the index ‘mid’ being a common point of a decreasing and increasing sequence. It will consider the left peak and eliminate the right peak.

The steps from 5 to 8 will be inside a loop and the loop will continue until low crosses high.

public static int findPeakElement(int[] nums)  
{  
 if(nums.length==1 || nums[0]>nums[1])  
 {  
 return 0;  
 }  
 if(nums[nums.length-1] > nums[nums.length-2])  
 {  
 return nums.length-1;  
 }  
 int low = 1;  
 int high = nums.length-2;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 if(nums[mid]>nums[mid-1] && nums[mid]>nums[mid+1])  
 {  
 return mid;  
 }  
 else if(nums[mid]>nums[mid-1])  
 {  
 low = mid+1;  
 }  
 else  
 {  
 high = mid-1;  
 }  
 }  
  
 return -1;  
}

**Time Complexity**: O(logN), N = size of the given array.

**Space Complexity**: O(1)

**10.** **Search in Rotated Sorted Array I**

**Example 1:**

Input Format: arr = [4,5,6,7,0,1,2,3], k = 0

Result: 4

Explanation: Here, the target is 0. We can see that 0 is present in the given rotated sorted array, nums. Thus, we get output as 4, which is the index at which 0 is present in the array.

**Example 2:**

Input Format: arr = [4,5,6,7,0,1,2], k = 3

Result: -1

Explanation: Here, the target is 3. Since 3 is not present in the given rotated sorted array. Thus, we get the output as -1.

**Brute – Force Approach :**

public static int search(ArrayList<Integer> arr, int n, int k) {  
 for (int i = 0; i < n; i++) {  
 if (arr.get(i) == k)  
 return i;  
 }  
 return -1;  
}

**Time Complexity:** O(N), N = size of the given array.

**Space Complexity:** O(1)

**Optimal Approach(Using Binary Search):**

The primary objective of the Binary Search algorithm is to efficiently determine the appropriate half to eliminate, thereby reducing the search space by half. It does this by determining a specific condition that ensures that the target is not present in that half.

Observation:

To utilize the binary search algorithm effectively, it is crucial to ensure that the input array is sorted. By having a sorted array, we guarantee that each index divides the array into two sorted halves. In the search process, we compare the target value with the middle element, i.e. arr[mid], and then eliminate either the left or right half accordingly. This elimination becomes feasible due to the inherent property of the sorted halves(i.e. Both halves always remain sorted).

However, in this case, the array is both rotated and sorted. As a result, the property of having sorted halves no longer holds. This disruption in the sorting order affects the elimination process, making it unreliable to determine the target's location by solely comparing it with arr[mid].

To illustrate this situation, consider the following example:
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Key Observation: Though the array is rotated, we can clearly notice that for every index, one of the 2 halves will always be sorted. In the above example, the right half of the index mid is sorted.

So, to efficiently search for a target value using this observation, we will follow a simple two-step process.

First, we identify the sorted half of the array.

Once found, we determine if the target is located within this sorted half.

If not, we eliminate that half from further consideration.

Conversely, if the target does exist in the sorted half, we eliminate the other half.

Algorithm:

The steps are as follows:

Place the 2 pointers i.e. low and high: Initially, we will place the pointers like this: low will point to the first index, and high will point to the last index.

Calculate the ‘mid’: Now, inside a loop, we will calculate the value of ‘mid’ using the following formula:

mid = (low+high) // 2 ( ‘//’ refers to integer division)

Check if arr[mid] == target: If it is, return the index mid.

Identify the sorted half, check where the target is located, and then eliminate one half accordingly:

If arr[low] <= arr[mid]: This condition ensures that the left part is sorted.

If arr[low] <= target && target <= arr[mid]: It signifies that the target is in this sorted half. So, we will eliminate the right half (high = mid-1).

Otherwise, the target does not exist in the sorted half. So, we will eliminate this left half by doing low = mid+1.

Otherwise, if the right half is sorted:

If arr[mid] <= target && target <= arr[high]: It signifies that the target is in this sorted right half. So, we will eliminate the left half (low = mid+1).

Otherwise, the target does not exist in this sorted half. So, we will eliminate this right half by doing high = mid-1.

Once, the ‘mid’ points to the target, the index will be returned.

This process will be inside a loop and the loop will continue until low crosses high. If no index is found, we will return -1.

public int search(int[] arr, int target)  
{  
 int n = arr.length;  
 int low = 0;  
 int high = arr.length - 1;  
 while(low <= high)  
 {  
 int mid = (low+high)/2;  
 if(arr[mid] == target)  
 {  
 return mid;  
 }  
 else if(arr[low]<=arr[mid])  
 {  
 if(arr[low] <= target && target <= arr[mid])  
 high = mid - 1;  
 else  
 low = mid + 1;  
 }  
 else  
 {  
 if(arr[mid] <= target && target <= arr[high])  
 low = mid + 1;  
 else  
 high = mid -1 ;  
 }  
 }  
 return -1;  
}

**Time Complexity:** O(logN)

**Space Complexity:** O(1)

**11.** **Search in Rotated Sorted Array II**

**Example 1:**

Input Format:

arr = [7, 8, 1, 2, 3, 3, 3, 4, 5, 6], k = 3

Result:

True

Explanation:

The element 3 is present in the array. So, the answer is True.

**Example 2:**

Input Format:

arr = [7, 8, 1, 2, 3, 3, 3, 4, 5, 6], k = 10

Result:

False

Explanation:

The element 10 is not present in the array. So, the answer is False.

**Brute – Force Approach :**

public static boolean searchInARotatedSortedArrayII(int []arr, int k) {  
 int n = arr.length; // size of the array.  
 for (int i = 0; i < n; i++) {  
 if (arr[i] == k) return true;  
 }  
 return false;  
}

**Time Complexity:** O(N), N = size of the given array.

**Space Complexity:** O(1)

**Optimal Approach(Using Binary Search):**

The primary objective of the Binary Search algorithm is to efficiently determine the appropriate half to eliminate, thereby reducing the search space by half. It does this by determining a specific condition that ensures that the target is not present in that half.

In the previous problem, in order to efficiently search for the target value, we followed a simple two-step process.

First, we identify the sorted half of the array.

Once found, we determine if the target is located within this sorted half.

If not, we eliminate that half from further consideration.

Conversely, if the target does exist in the sorted half, we eliminate the other half.

Let’s observe how we identify the sorted half:

We basically compare arr[mid] with arr[low] and arr[high] in the following way:

If arr[low] <= arr[mid]: In this case, we identified that the left half is sorted.

If arr[mid] <= arr[high]: In this case, we identified that the right half is sorted.

This check was effective in the previous problem, where there were no duplicate numbers. However, in the current problem, the array may contain duplicates. Consequently, the previous approach will not work when arr[low] = arr[mid] = arr[high].

How to handle the edge case arr[low] = arr[mid] = arr[high]:

In the algorithm, we first check if arr[mid] is the target before identifying the sorted half. If arr[mid] is not our target, we encounter this edge case. In this scenario, since arr[mid] = arr[low] = arr[high], it means that neither arr[low] nor arr[high] can be the target. To handle this edge case, we simply remove arr[low] and arr[high] from our search space, without affecting the original algorithm.

To eliminate elements arr[low] and arr[high], we can achieve this by simply incrementing the low pointer and decrementing the high pointer by one step. We will continue this process until the condition arr[low] = arr[mid] = arr[high] is no longer satisfied.

Note: As long as this condition is met, we will skip the steps of determining the sorted half and eliminating one of the halves based on the target's location. Instead, we will solely focus on eliminating arr[low] and arr[high].

We will apply the same algorithm as the previous problem by just adding an extra check to handle the above edge case.

Algorithm:

The steps are as follows:

Place the 2 pointers i.e. low and high: Initially, we will place the pointers like this: low will point to the first index, and high will point to the last index.

Calculate the ‘mid’: Now, inside a loop, we will calculate the value of ‘mid’ using the following formula:

mid = (low+high) // 2 ( ‘//’ refers to integer division)

Check if arr[mid] = target: If it is, return True.

Check if arr[low] = arr[mid] = arr[high]: If this condition is satisfied, we will just increment the low pointer and decrement the high pointer by one step. We will not perform the later steps until this condition is no longer satisfied. So, we will continue to the next iteration from this step.

Identify the sorted half, check where the target is located, and then eliminate one half accordingly:

If arr[low] <= arr[mid]: This condition ensures that the left part is sorted.

If arr[low] <= target && target <= arr[mid]: It signifies that the target is in this sorted half. So, we will eliminate the right half (high = mid-1).

Otherwise, the target does not exist in the sorted half. So, we will eliminate this left half by doing low = mid+1.

Otherwise, if the right half is sorted:

If arr[mid] <= target && target <= arr[high]: It signifies that the target is in this sorted right half. So, we will eliminate the left half (low = mid+1).

Otherwise, the target does not exist in this sorted half. So, we will eliminate this right half by doing high = mid-1.

Once, the ‘mid’ points to the target, we will return True.

This process will be inside a loop and the loop will continue until low crosses high. If no element is found, we will return False.

public boolean search(int[] nums, int target)  
{  
 int low = 0;  
 int high = nums.length-1;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 if(nums[mid] == target)  
 {  
 return true;  
 }  
 else if(nums[mid] == nums[low] && nums[mid] == nums[high])  
 {  
 low++;  
 high--;  
 }  
 else if(nums[mid]<=nums[high])  
 {  
 if(nums[mid]<=target && target<=nums[high])  
 {  
 low = mid + 1;  
 }  
 else  
 {  
 high = mid - 1;  
 }  
 }  
 else  
 {  
 if(nums[low]<=target&&target<=nums[mid])  
 {  
 high = mid - 1;  
 }  
 else  
 {  
 low = mid + 1;  
 }  
 }  
 }  
 return false;  
}

**Time Complexity:** O(logN)

**Space Complexity:** O(1)

**12.** **Minimum in Rotated Sorted Array**

**Example 1:**

Input Format:

arr = [4,5,6,7,0,1,2,3]

Result:

0

Explanation:

Here, the element 0 is the minimum element in the array.

**Example 2:**

Input Format:

arr = [3,4,5,1,2]

Result:

1

Explanation:

Here, the element 1 is the minimum element in the array.

**Brute – Force Approach :**

public static int findMin(int []arr) {  
 int n = arr.length; // size of the array.  
 int mini = Integer.*MAX\_VALUE*;  
 for (int i = 0; i < n; i++) {  
 // Always keep the minimum.  
 mini = Math.*min*(mini, arr[i]);  
 }  
 return mini;  
}

**Time Complexity**: O(N)

**Space Complexity**: O(1)

**Optimal Approach(Using Binary Search):**

In this situation, we have two possibilities to consider. The sorted half of the array may or may not include the minimum value. However, we can leverage the property of the sorted half, specifically that the leftmost element of the sorted half will always be the minimum element within that particular half.

During each iteration, we will select the leftmost element from the sorted half and discard that half from further consideration. Among all the selected elements, the minimum value will serve as our answer.

To facilitate this process, we will declare a variable called 'ans' and initialize it with a large number. Then, at each step, after selecting the leftmost element from the sorted half, we will compare it with 'ans' and update 'ans' with the smaller value (i.e., min(ans, leftmost\_element)).

Note: If, at any index, both the left and right halves of the array are sorted, we have the flexibility to select the minimum value from either half and eliminate that particular half (in this case, the left half is chosen first). The algorithm already takes care of this case, so there is no need for explicit handling.

If both the left and right halves of an index are sorted, it implies that the entire search space between the low and high indices is also sorted. In this case, there is no need to conduct a binary search within that segment to determine the minimum value. Instead, we can simply select the leftmost element as the minimum.

The condition to check will be arr[low] <= arr[mid] && arr[mid] <= arr[high]. We can shorten this into arr[low] <= arr[high] as well.

If arr[low] <= arr[high]: In this case, the array from index low to high is completely sorted. Therefore, we can simply select the minimum element, arr[low], and update the 'ans' variable with the minimum value i.e. min(ans, arr[low]). Once this is done, there is no need to continue with the binary search algorithm.

public int findMin(int[] nums)  
{  
 int low = 0;  
 int high = nums.length - 1;  
 int ans = 5001;  
 while(low <= high)  
 {  
 int mid = (low+high)/2;  
 if(nums[low] < nums[mid] && nums[mid] < nums[high])  
 {  
 if(nums[low]<ans)  
 ans = nums[low];  
 break;  
 }  
 else if(nums[low] <= nums[mid])  
 {  
 if(nums[low]<ans)  
 ans = nums[low];  
 low = mid + 1;  
 }  
 else  
 {  
 if(nums[mid]<ans)  
 ans = nums[mid];  
 high = mid - 1;  
 }  
 }  
 return ans;  
}

**Time Complexity:** O(logN)

**Space Complexity:** O(1)

**13.** **Find out how many times has an array been rotated**

**Example 1:**

Input Format:

arr = [4,5,6,7,0,1,2,3]

Result:

4

Explanation:

The original array should be [0,1,2,3,4,5,6,7]. So, we can notice that the array has been rotated 4 times.

**Example 2:**

Input Format:

arr = [3,4,5,1,2]

Result:

3

Explanation:

The original array should be [1,2,3,4,5]. So, we can notice that the array has been rotated 3 times.

**Brute – Force Approach :**

public static int findKRotation(int[] arr) {  
 int n = arr.length; //size of array.  
 int ans = Integer.*MAX\_VALUE*, index = -1;  
 for (int i = 0; i < n; i++) {  
 if (arr[i] < ans) {  
 ans = arr[i];  
 index = i;  
 }  
 }  
 return index;  
}

**Time Complexity**: O(N)

**Space Complexity**: O(1)

**Optimal Approach(Using Binary Search):**

We can easily observe that the number of rotations in an array is equal to the index(0-based index) of its minimum element.

So, in order to solve this problem, we have to find the index of the minimum element.

public static int findRot(int[] nums)  
{  
 int low = 0;  
 int high = nums.length - 1;  
 int ans = 5001;  
 int index = 0;  
 while(low <= high)  
 {  
 int mid = (low+high)/2;  
 if(nums[low] < nums[mid] && nums[mid] < nums[high])  
 {  
 if(nums[low]<ans)  
 {  
 ans = nums[low];  
 index = low;  
 }  
 break;  
 }  
 else if(nums[low] <= nums[mid])  
 {  
 if(nums[low]<ans)  
 {  
 ans = nums[low];  
 index = low;  
 }  
 low = mid + 1;  
 }  
 else  
 {  
 if(nums[mid]<ans)  
 {  
 ans = nums[mid];  
 index = mid;  
 }  
  
 high = mid - 1;  
 }  
 }  
 return index;  
}

**Time Complexity:** O(logN)

**Space Complexity:** O(1)

*BS ON 2D ARRAYS*

**1.** **Search in a sorted 2 D matrix**

**Example 1:**

Input Format:

N = 3, M = 4, target = 8,

mat[] =

1 2 3 4

5 6 7 8

9 10 11 12

Result:

true

Explanation:

The ‘target’ = 8 exists in the 'mat' at index (1, 3).

**Example 2:**

Input Format:

N = 3, M = 3, target = 78,

mat[] =

1 2 4

6 7 8

9 10 34

Result:

false

Explanation:

The ‘target' = 78 does not exist in the 'mat'. Therefore in the output, we see 'false'.

**Brute – Force Approach:**

The extremely naive approach is to get the answer by checking all the elements of the given matrix. So, we will traverse the matrix and check every element if it is equal to the given ‘target’.

public static boolean searchMatrix(ArrayList<ArrayList<Integer>> matrix, int target) {  
 int n = matrix.size(), m = matrix.get(0).size();  
  
 // traverse the matrix:  
 for (int i = 0; i < n; i++) {  
 for (int j = 0; j < m; j++) {  
 if (matrix.get(i).get(j) == target)  
 return true;  
 }  
 }  
 return false;  
}

**Time Complexity**: O(N X M)

**Space Complexity**: O(1)

**Better Approach:**

We are going to use the Binary Search algorithm to optimize the approach.

The primary objective of the Binary Search algorithm is to efficiently determine the appropriate half to eliminate, thereby reducing the search space by half. It does this by determining a specific condition that ensures that the target is not present in that half.

The question specifies that each row in the given matrix is sorted. Therefore, to determine if the target is present in a specific row, we don't need to search column by column. Instead, we can efficiently use the binary search algorithm.

To make the time complexity even better, we won't use binary search on every row. We'll focus only on the particular row where the target might be located.

How to check if a specific row is containing the target:

If the target lies between the first and last element of the row, i (i.e. matrix[i][0] <= target && target <= matrix[i][m-1]), we can conclude that the target might be present in that specific row.

Once we locate the potentially relevant row containing the 'target', we need to confirm its presence. To accomplish this, we will utilize the Binary search algorithm, effectively reducing the time complexity.

public static boolean binarySearch(ArrayList<Integer> nums, int target) {  
 int n = nums.size(); //size of the array  
 int low = 0, high = n - 1;  
  
 // Perform the steps:  
 while (low <= high) {  
 int mid = (low + high) / 2;  
 if (nums.get(mid) == target) return true;  
 else if (target > nums.get(mid)) low = mid + 1;  
 else high = mid - 1;  
 }  
 return false;  
}  
public static boolean searchMatrix(ArrayList<ArrayList<Integer>> matrix, int target) {  
 int n = matrix.size();  
 int m = matrix.get(0).size();  
  
 for (int i = 0; i < n; i++) {  
 if (matrix.get(i).get(0) <= target && target <= matrix.get(i).get(m - 1)) {  
 return *binarySearch*(matrix.get(i), target);  
 }  
 }  
 return false;  
}

**Time Complexity**: O(N + logM), where N = given row number, M = given column number.

Reason: We are traversing all rows and it takes O(N) time complexity. But for all rows, we are not applying binary search rather we are only applying it once for a particular row. That is why the time complexity is O(N + logM) instead of O(N\*logM).

**Space Complexity**: O(1) as we are not using any extra space.

**Optimal Approach:**

If we flatten the given 2D matrix to a 1D array, the 1D array will also be sorted. By utilizing binary search on this sorted 1D array to locate the 'target' element, we can further decrease the time complexity. The flattening will be like the following:

![](data:image/png;base64,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)

But if we really try to flatten the 2D matrix, it will take O(N x M) time complexity and extra space to store the 1D array. In that case, it will not be the optimal solution anymore.

How to apply binary search on the 1D array without actually flattening the 2D matrix:

If we can figure out how to convert the index of the 1D array into the corresponding cell number in the 2D matrix, our task will be complete. In this scenario, we will use the binary search with the indices of the imaginary 1D array, ranging from 0 to (NxM)-1(total no. of elements in the 1D array = NxM). When comparing elements, we will convert the index to the cell number and retrieve the element. Thus we can apply binary search in the imaginary 1D array.

How to convert 1D array index to the corresponding cell of the 2D matrix:

We will use the following formula:

If index = i, and no. of columns in the matrix = m, the index i corresponds to the cell with

row = i / m and col = i % m. More formally, the cell is (i / m, i % m)(0-based indexing).
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The range of the indices of the imaginary 1D array is [0, (NxM)-1] and in this range, we will apply binary search.

public boolean searchMatrix(int[][] matrix, int target)  
{  
 int row = matrix.length;  
 int col = matrix[0].length;  
 int low = 0;  
 int high = (row\*col)-1;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 int r = mid/col;  
 int c = mid%col;  
 if(matrix[r][c] == target)  
 {  
 return true;  
 }  
 else if(matrix[r][c] < target)  
 {  
 low = mid + 1;  
 }  
 else  
 {  
 high = mid - 1;  
 }  
 }  
 return false;  
}

**Time Complexity**: O(log(NxM)), where N = given row number, M = given column number.

Reason: We are applying binary search on the imaginary 1D array of size NxM.

**Space Complexity**: O(1) as we are not using any extra space.

1. **Search in a row and column wise sorted matrix**

**Example 1:**

Input Format:

N = 5, M = 5, target = 14

mat[] =

Result:

true

Explanation:

Target 14 is present in the cell (3, 2)(0-based indexing) of the matrix. So, the answer is true.

**Example 2:**

Input Format:

N = 3, M = 3, target = 12,

mat[] =

Result:

false

Explanation:

As target 12 is not present in the matrix, the answer is false.

**Brute – Force Approach:**

same as above.

**Better Approach:**

Same as above.

**Optimal Approach:**

We can enhance this method by adjusting how we move through the matrix. Let's take a look at the four corners: (0, 0), (0, m-1), (n-1, 0), and (n-1, m-1). By observing these corners, we can identify variations in how we traverse the matrix.

Assume the given ‘target’ = 14 and given matrix =
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Observations:

Cell (0, 0): Assume we are starting traversal from (0, 0) and we are searching for 14. Now, this row and column are both sorted in increasing order. So, we cannot determine, how to move i.e. row-wise or column-wise. That is why, we cannot start traversal from (0, 0).

Cell (0, m-1): Assume we are starting traversal from (0, m-1) and we are searching for 14. Now, in this case, the row is in decreasing order and the column is in increasing order. Therefore, if we start traversal from (0, m-1), in the following way, we can easily determine how we should move.

If matrix[0][m-1] > target: We should move row-wise.

If matrix[0][m-1] < target: We need bigger elements and so we should move column-wise.

Cell (n-1, m-1): Assume we are starting traversal from (n-1, m-1) and we are searching for 14. Now, this row and column are both sorted in decreasing order. So, we cannot determine, how to move i.e. row-wise or column-wise. That is why, we cannot start traversal from (n-1, m-1).

Cell (n-1, 0): Assume we are starting traversal from (n-1, 0) and we are searching for 14. Now, in this case, the row is in increasing order and the column is in decreasing order. Therefore, if we start traversal from (n-1, 0), in the following way, we can easily determine how we should move.

If matrix[n-1][0] < target: We should move row-wise.

If matrix[n-1][0] > target: We need smaller elements and so we should move column-wise.

From the above observations, it is quite clear that we should start the matrix traversal from either the cell (0, m-1) or (n-1, 0).

Note: Here in this approach, we have chosen the cell (0, m-1) to start with. You can choose otherwise.

Using the above observations, we will start traversal from the cell (0, m-1) and every time we will compare the target with the element at the current cell. After comparing we will either eliminate the row or the column accordingly like the following:

If current element > target: We need the smaller elements to reach the target. But the column is in increasing order and so it contains only greater elements. So, we will eliminate the column by decreasing the current column value by 1(i.e. col--) and thus we will move row-wise.

If current element < target: In this case, We need the bigger elements to reach the target. But the row is in decreasing order and so it contains only smaller elements. So, we will eliminate the row by increasing the current row value by 1(i.e. row++) and thus we will move column-wise.

Algorithm:

As we are starting from the cell (0, m-1), the two variables i.e. ‘row’ and ‘col’ will point to 0 and m-1 respectively.

We will do the following steps until row < n and col >= 0(i.e. while(row < n && col >= 0)):

If matrix[row][col] == target: We have found the target and so we will return true.

If matrix[row][col] > target: We need the smaller elements to reach the target. But the column is in increasing order and so it contains only greater elements. So, we will eliminate the column by decreasing the current column value by 1(i.e. col--) and thus we will move row-wise.

If matrix[row][col] < target: In this case, We need the bigger elements to reach the target. But the row is in decreasing order and so it contains only smaller elements. So, we will eliminate the row by increasing the current row value by 1(i.e. row++) and thus we will move column-wise.

If we are outside the loop without getting any matching element, we will return false.

public boolean searchMatrix(int[][] matrix, int target)  
{  
 int row = matrix.length;  
 int col = matrix[0].length;  
 int r = 0;  
 int c = col - 1;  
 while(r>=0 && r<row && c>=0 && c<col)  
 {  
 if(matrix[r][c] == target)  
 {  
 return true;  
 }  
 else if(matrix[r][c]>target)  
 {  
 c--;  
 }  
 else  
 {  
 r++;  
 }  
 }  
 return false;  
}

**Time Complexity**: O(N+M)

**Space Complexity**: O(1)

**3.Find Peak Element**

A peak element in a 2D grid is an element that is strictly greater than all of its adjacent neighbors to the left, right, top, and bottom.

Given a 0-indexed m x n matrix mat where no two adjacent cells are equal, find any peak element mat[i][j] and return the length 2 array [i,j].

You may assume that the entire matrix is surrounded by an outer perimeter with the value -1 in each cell.

You must write an algorithm that runs in O(m log(n)) or O(n log(m)) time.

**Example 1:**

Input: mat = [[1,4],[3,2]]

Output: [0,1]

Explanation: Both 3 and 4 are peak elements so [1,0] and [0,1] are both acceptable answers.

**Example 2:**

Input: mat = [[10,20,15],[21,30,14],[7,16,32]]

Output: [1,1]

Explanation: Both 30 and 32 are peak elements so [1,1] and [2,2] are both acceptable answers.

**Brute – Force Approach:**

same as above.

**Optimal Approach:**

Intuition

A more efficient way is to apply binary search on columns instead of rows.

The idea is :

We find the maximum element in the middle column.

Then, we check if it is a peak.

If not, we move left or right based on the larger adjacent element.

Algorithm :

Perform a binary search on columns.

Find the row index of the maximum element in the middle column.

Check if this maximum element is a peak:

If it is greater than both left and right neighbors, return its position.

If the left neighbor is greater, move left.

If the right neighbor is greater, move right.

Continue binary searching on columns until a peak is found.

public static int[] findPeakGrid(int[][] mat)  
{  
 int row = mat.length;  
 int col = mat[0].length;  
 int low = 0;  
 int high = col-1;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 int r = *search*(mat,mid);  
 int left = mid-1>=0?mat[r][mid-1]:-1;  
 int right = mid+1<col?mat[r][mid+1]:-1;  
 if(mat[r][mid] >= left && mat[r][mid] >= right)  
 {  
 return new int[]{r,mid};  
 }  
 else if(mat[r][mid]<left)  
 {  
 high = mid - 1;  
 }  
 else  
 {  
 low = mid + 1;  
 }  
 }  
 return new int[]{-1,-1};  
}  
  
public static int search(int[][] mat,int col)  
{  
 int row = -1;  
 int value = 0;  
 for(int i=0;i<mat.length;i++)  
 {  
 if(mat[i][col]>value)  
 {  
 value = mat[i][col];  
 row = i;  
 }  
 }  
 return row;  
}

**Time Complexity:**

Finding the maximum in a column: O(m) , Binary search on columns: O(log n)

Total: O(m log n)

**Space Complexity:**

O(1) since no extra space is used.

**4.Median of Row Wise Sorted Matrix**

**Example 1:**

Input Format:M = 3, N = 3, matrix[][] =

1 4 9

2 5 6

3 7 8

Result: 5

Explanation: If we find the linear sorted array, the array becomes 1 2 3 4 5 6 7 8 9. So, median = 5

**Example 2:**

Input Format:M = 3, N = 3, matrix[][] =

1 3 8

2 3 4

1 2 5

Result: 3

Explanation: If we find the linear sorted array, the array becomes 1 1 2 2 3 3 4 5 7 8. So, median = 3

 **If the number of elements (n) is odd:**

* The median is the middle element.
* Formula: Median=arr[n/2]

 **If the number of elements (n) is even:**

* The median is the average of the two middle elements.
* Formula: Median=arr[n−1/2]+arr[n/2]/2

**Brute – Force Approach:**

The extremely naive approach is to use a linear array/list to store the elements of the given matrix. Now, we will sort the list and return the middle element.

public static int median(int matrix[][], int m, int n) {  
 List<Integer> lst = new ArrayList<>();  
  
 for (int i = 0; i < m; i++) {  
 for (int j = 0; j < n; j++) {  
 lst.add(matrix[i][j]);  
 }  
 }  
  
 // Sort the list:  
 Collections.*sort*(lst);  
 return lst.get((m \* n) / 2);  
}

**Time Complexity**: O(MXN) + O(MXN(log(MXN))), where M = number of row in the given matrix, N = number of columns in the given matrix

Reason: At first, we are traversing the matrix to copy the elements. This takes O(MXN) time complexity. Then we are sorting the linear array of size (MXN), that takes O(MXN(log(MXN))) time complexity

**Space Complexity**: O(MXN) as we are using a temporary list to store the elements of the matrix.

**Optimal Approach:**

Now, if we wish to further optimize the previous approach we cannot afford to check every element. So, we have to eliminate some parts to reduce the time complexity under O(MXN). This is where the binary search algorithm comes in

The primary objective of the Binary Search algorithm is to efficiently determine the appropriate half to eliminate, thereby reducing the search space by half. It does this by determining a specific condition that ensures that the target is not present in that half.

Observations:

What is the search space where we will apply binary search?

If we carefully observe, our answer lies between the smallest and the largest number in the given matrix. So, the search space will be [min(matrix), max(matrix)].

While applying binary search how to check if an element ‘x’ is a possible median?

If ‘x’ is the median, the number of elements smaller or equal to ‘x’ will be surely greater than (MXN) // 2 (integer division).

How to check how many numbers are smaller or equal to an element ‘mid’?

One of the ways is to traverse the whole matrix and count the numbers. But in that case, the time complexity will be high. So, we have to find other ways. It is given that the matrix is row-wise sorted. So, we can apply the concept of upper bound

For every particular row, we will find the upper bound of the current element ‘mid’. The index returned will be the number of smaller or equal elements in that row.

We will do it for each row and add them to get the total number for the whole matrix.

Mathematically, smaller\_equal\_in\_row = upperBound(matrix[row], mid)

We will just convert the above observation into code.

public static int findMedian(int matrix[][], int m, int n)  
{  
 int ans = 0;  
 int low = matrix[0][0];  
 int high = -1;  
 for(int i=0;i<m;i++)  
 {  
 if(matrix[i][0] < low)  
 {  
 low = matrix[i][0];  
 }  
 if(matrix[i][n-1] > high)  
 {  
 high = matrix[i][n-1];  
 }  
 }  
  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 int lesserOrEqual = *blackBox*(matrix,m,n,mid);  
 if(lesserOrEqual <= (m\*n)/2)  
 {  
 low = mid+1;  
 }  
 else  
 {  
 high = mid - 1;  
 ans = mid;  
 }  
 }  
 return ans;  
}  
  
public static int blackBox(int[][] matrix,int rows,int cols,int mid)  
{  
 int cnt = 0;  
 for(int i=0;i<rows;i++)  
 {  
 cnt += *upperBound*(matrix[i],mid);  
 }  
 return cnt;  
}  
  
public static int upperBound(int[] arr,int value)  
{  
 int low = 0;  
 int high = arr.length-1;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 if(arr[mid]>value)  
 {  
 high = mid - 1;  
 }  
 else  
 {  
 low = mid + 1;  
 }  
 }  
 return low;  
}

**Time Complexity**: O(log(109)) X O(M(logN)), where M = number of rows in the given matrix, N = number of columns in the given matrix

Reason: Our search space lies between [0, 109] as the min(matrix) can be 0 and the max(matrix) can be 109. We are applying binary search in this search space and it takes O(log(109)) time complexity. Then we call countSmallEqual() function for every ‘mid’ and this function takes O(M(logN)) time complexity.

**Space Complexity** : O(1) as we are not using any extra space

**5.** **Find the row with maximum number of 1's**

**Example 1:**

Input Format:

n = 3, m = 3,

mat[] =

1 1 1

0 0 1

0 0 0

Result:

0

Explanation:

The row with the maximum number of ones is 0 (0 - indexed).

**Example 2:**

Input Format:

n = 2, m = 2 ,

mat[] =

0 0

0 0

Result:

-1

Explanation:

The matrix does not contain any 1. So, -1 is the answer.

**Brute – Force Approach:**

The extremely naive approach is to traverse the matrix as usual using nested loops and for every single row count the number of 1’s. Finally, we will return the row with the maximum no. of 1’s. If multiple rows contain the maximum no. of 1’s we will return the row with the minimum index.

**Time Complexity:** O(n X m), where n = given row number, m = given column number.

**Space Complexity:** O(1) as we are not using any extra space.

**Optimal Approach:**

We cannot optimize the row traversal but we can optimize the counting of 1’s for each row.

Instead of counting the number of 1’s, we can use the following formula to calculate the number of 1’s:

Number\_of\_ones = m(number of columns) - first occurrence of 1(0-based index).

As, each row is sorted, we can find the first occurrence of 1 in each row using any of the following approaches:

lowerBound(1) (ref: Implement Lower Bound)

upperBound(0) (ref: Implement Upper Bound)

firstOccurrence(1) (ref: First and Last Occurrences in Array)

Note: Here, we are going to use the lowerBound() function to find the first occurrence. You can use the other methods as well.

public static int lowerBound(ArrayList<Integer> arr, int n, int x) {  
 int low = 0, high = n - 1;  
 int ans = n;  
  
 while (low <= high) {  
 int mid = (low + high) / 2;  
 // maybe an answer  
 if (arr.get(mid) >= x) {  
 ans = mid;  
 // look for smaller index on the left  
 high = mid - 1;  
 } else {  
 low = mid + 1; // look on the right  
 }  
 }  
 return ans;  
}  
public static int rowWithMax1s(ArrayList<ArrayList<Integer>> matrix, int n, int m) {  
 int cnt\_max = 0;  
 int index = -1;  
  
 // traverse the rows:  
 for (int i = 0; i < n; i++) {  
 // get the number of 1's:  
 int cnt\_ones = m - *lowerBound*(matrix.get(i), m, 1);  
 if (cnt\_ones > cnt\_max) {  
 cnt\_max = cnt\_ones;  
 index = i;  
 }  
 }  
 return index;  
}

**Time Complexity**: O(n X logm), where n = given row number, m = given column number.

Reason: We are using a loop running for n times to traverse the rows. Then we are applying binary search on each row with m columns.

**Space Complexity:** O(1) as we are not using any extra space.

*BS ON ANSWERS*

**1. Koko Eating Bananas**

Problem Statement: A monkey is given ‘n’ piles of bananas, whereas the 'ith' pile has ‘a[i]’ bananas. An integer ‘h’ is also given, which denotes the time (in hours) for all the bananas to be eaten.

Each hour, the monkey chooses a non-empty pile of bananas and eats ‘k’ bananas. If the pile contains less than ‘k’ bananas, then the monkey consumes all the bananas and won’t eat any more bananas in that hour

Find the minimum number of bananas ‘k’ to eat per hour so that the monkey can eat all the bananas within ‘h’ hours.

**Example 1:**

Input Format:

N = 4, a[] = {7, 15, 6, 3}, h = 8

Result:

5

Explanation:

If Koko eats 5 bananas/hr, he will take 2, 3, 2, and 1 hour to eat the piles accordingly. So, he will take 8 hours to complete all the piles.

**Example 2:**

Input Format:

N = 5, a[] = {25, 12, 8, 14, 19}, h = 5

Result:

25

Explanation:

If Koko eats 25 bananas/hr, he will take 1, 1, 1, 1, and 1 hour to eat the piles accordingly. So, he will take 5 hours to complete all the piles.

Before moving on to the solution, let’s understand how Koko will eat the bananas. Assume, the given array is {3, 6, 7, 11} and the given time i.e. h is 8.

First of all, Koko cannot eat bananas from different piles. He should complete the pile he has chosen and then he can go for another pile.

Now, Koko decides to eat 2 bananas/hour. So, in order to complete the first he will take

3 / 2 = 2 hours. Though mathematically, he should take 1.5 hrs but it is clearly stated in the question that after completing a pile Koko will not consume more bananas in that hour. So, for the first pile, Koko will eat 2 bananas in the first hour and then he will consume 1 banana in another hour.

From here we can conclude that we have to take ceil of (3/2). Similarly, we will calculate the times for other piles.

1st pile: ceil(3/2) = 2 hrs

2nd pile: ceil(6/2) = 3 hrs

3rd pile: ceil(7/2) = 4 hrs

4th pile: ceil(11/2) = 6 hrs

Koko will take 15 hrs in total to consume all the bananas from all the piles.

Observation: Upon observation, it becomes evident that the maximum number of bananas (represented by 'k') that Koko can consume in an hour is obtained from the pile that contains the largest quantity of bananas. Therefore, the maximum value of 'k' corresponds to the maximum element present in the given array.

So, our answer i.e. the minimum value of ‘k’ lies between 1 and the maximum element in the array i.e. max(a[]).

Now, let’s move on to the solution.

**Brute – Force Approach:**

The extremely naive approach is to check all possible answers from 1 to max(a[]). The minimum number for which the required time <= h, is our answer.

Algorithm:

First, we will find the maximum value i.e. max(a[]) in the given array.

We will run a loop(say i) from 1 to max(a[]), to check all possible answers.

For each number i, we will calculate the hours required to consume all the bananas from the pile. We will do this using the function calculateTotalHours(), discussed below.

The first i, for which the required hours <= h, we will return that value of i.

calculateTotalHours(a[], hourly):

a[] -> the given array

Hourly -> the possible number of bananas, Koko will eat in an hour.

We will iterate every pile of the given array using a loop(say i).

For every pile i, we will calculate the hour i.e. ceil(v[i] / hourly), and add it to the total hours.

public static int findMax(int[] v) {  
 int maxi = Integer.*MIN\_VALUE*;;  
 int n = v.length;  
 for (int i = 0; i < n; i++) {  
 maxi = Math.*max*(maxi, v[i]);  
 }  
 return maxi;  
}  
  
public static int calculateTotalHours(int[] v, int hourly) {  
 int totalH = 0;  
 int n = v.length;  
   
 for (int i = 0; i < n; i++) {  
 totalH += Math.*ceil*((double)(v[i]) / (double)(hourly));  
 }  
 return totalH;  
}  
  
public static int minimumRateToEatBananas(int[] v, int h) {  
 int maxi = *findMax*(v);  
   
 for (int i = 1; i <= maxi; i++) {  
 int reqTime = *calculateTotalHours*(v, i);  
 if (reqTime <= h) {  
 return i;  
 }  
 }  
   
 return maxi;  
}

**Time Complexity:** O(max(a[]) \* N), where max(a[]) is the maximum element in the array and N = size of the array.

Reason: We are running nested loops. The outer loop runs for max(a[]) times in the worst case and the inner loop runs for N times.

**Space Complexity**: O(1) as we are not using any extra space to solve this problem.

**Optimal Approach:**

We are going to use the Binary Search algorithm to optimize the approach.

The primary objective of the Binary Search algorithm is to efficiently determine the appropriate half to eliminate, thereby reducing the search space by half. It does this by determining a specific condition that ensures that the target is not present in that half.

Now, we are not given any sorted array on which we can apply binary search. But, if we observe closely, we can notice that our answer space i.e. [1, max(a[])] is sorted. So, we will apply binary search on the answer space.

Algorithm:

First, we will find the maximum element in the given array i.e. max(a[]).

Place the 2 pointers i.e. low and high: Initially, we will place the pointers. The pointer low will point to 1 and the high will point to max(a[]).

Calculate the ‘mid’: Now, inside the loop, we will calculate the value of ‘mid’ using the following formula:

mid = (low+high) // 2 ( ‘//’ refers to integer division)

Eliminate the halves based on the time required if Koko eats ‘mid’ bananas/hr:

We will first calculate the total time(required to consume all the bananas in the array) i.e. totalH using the function calculateTotalHours(a[], mid):

If totalH <= h: On satisfying this condition, we can conclude that the number ‘mid’ is one of our possible answers. But we want the minimum number. So, we will eliminate the right half and consider the left half(i.e. high = mid-1).

Otherwise, the value mid is smaller than the number we want(as the totalH > h). This means the numbers greater than ‘mid’ should be considered and the right half of ‘mid’ consists of such numbers. So, we will eliminate the left half and consider the right half(i.e. low = mid+1).

Finally, outside the loop, we will return the value of low as the pointer will be pointing to the answer.

The steps from 2-4 will be inside a loop and the loop will continue until low crosses high.

Note: Please make sure to refer to the video and try out some test cases of your own to understand, how the pointer ‘low’ will be always pointing to the answer in this case. This is also the reason we have not used any extra variable here to store the answer.

calculateTotalHours(a[], hourly):

a[] -> the given array

Hourly -> the possible number of bananas, Koko will eat in an hour.

We will iterate every pile of the given array using a loop(say i).

For every pile i, we will calculate the hour i.e. ceil(v[i] / hourly), and add it to the total hours.

Finally, we will return the total hours.

public static int minEatingSpeed(int[] piles, int h)  
{  
 int low = 0;  
 int high = *maximum*(piles);  
  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 int totHours = *totalHours*(piles,mid);  
 if(totHours<=h)  
 {  
 high = mid - 1;  
 }  
 else  
 {  
 low = mid + 1;  
 }  
 }  
 return low;  
}  
  
public static int totalHours(int[] piles,int h)  
{  
 int total = 0;  
 for(int i=0;i<piles.length;i++)  
 {  
 total += Math.*ceil*((double)piles[i]/(double)h);  
 }  
 return total;  
}  
  
public static int maximum(int[] piles)  
{  
 int high = 0;  
 for(int i=0;i<piles.length;i++)  
 {  
 if(piles[i]>high)  
 {  
 high = piles[i];  
 }  
 }  
 return high;  
}

**Time Complexity**: O(N \* log(max(a[]))), where max(a[]) is the maximum element in the array and N = size of the array.

**Space Complexity**: O(1) as we are not using any extra space to solve this problem.

**2.Find the smallest Divisor**

Same as 1. Koko Eating Bananas

**3.** **Finding Sqrt of a number using Binary Search  
  
Example 1:**

Input Format:

n = 36

Result:

6

Explanation:

6 is the square root of 36.

**Example 2:**

Input Format:

n = 28

Result:

5

Explanation:

Square root of 28 is approximately 5.292. So, the floor value will be 5.

**Brute – Force Approach:**

We can guarantee that our answer will lie between the range from 1 to n i.e. the given number. So, we will perform a linear search on this range and we will find the maximum number x, such that x\*x <= n.

public static int floorSqrt(int n) {  
 int ans = 0;  
 // linear search on the answer space  
 for (long i = 1; i <= n; i++) {  
 long val = i \* i;  
 if (val <= (long) n) {  
 ans = (int) i;  
 } else {  
 break;  
 }  
 }  
 return ans;  
}

**Time Complexity**: O(N), N = the given number.

**Space Complexity**: O(1) as we are not using any extra space.

**Optimal Approach:**

We are going to use the Binary Search algorithm to optimize the approach.

The primary objective of the Binary Search algorithm is to efficiently determine the appropriate half to eliminate, thereby reducing the search space by half. It does this by determining a specific condition that ensures that the target is not present in that half.

Now, we are not given any sorted array on which we can apply binary search. But, if we observe closely, we can notice that our answer space i.e. [1, n] is sorted. So, we will apply binary search on the answer space.

public int mySqrt(int x)  
{  
 long low = 1;  
 long high = x;  
 int ans = 0;  
 while(low<=high)  
 {  
 long mid = (low+high)/2;  
 long value = mid \* mid;  
 if(value <= (long)x)  
 {  
 ans = (int)mid;  
 low = mid + 1;  
 }  
 else  
 {  
 high = mid - 1;  
 }  
 }  
 return ans;  
}

**Time Complexity**: O(logN), N = size of the given array.

**Space Complexity**: O(1) as we are not using any extra space.

**4.** **Finding nth rt of a number using Binary Search  
  
Problem Statement:** Given two numbers N and M, find the Nth root of M. The nth root of a number M is defined as a number X when raised to the power N equals M. If the 'nth root is not an integer, return -1.

**Example 1:**

Input Format:

N = 3, M = 27

Result:

3

Explanation:

The cube root of 27 is equal to 3.

**Example 2:**

Input Format:

N = 4, M = 69

Result:

-1

Explanation:

The 4th root of 69 does not exist. So, the answer is -1.

**Brute – Force Approach:**

We can guarantee that our answer will lie between the range from 1 to m i.e. the given number. So, we will perform a linear search on this range and we will find the number x, such that

func(x, n) = m. If no such number exists, we will return -1.

Note: func(x, n) returns the value of x raised to the power n i.e. xn.

public static long func(int b, int exp) {  
 long ans = 1;  
 long base = b;  
 while (exp > 0) {  
 if (exp % 2 == 1) {  
 exp--;  
 ans = ans \* base;  
 } else {  
 exp /= 2;  
 base = base \* base;  
 }  
 }  
 return ans;  
}  
  
public static int NthRoot(int n, int m) {  
 //Use linear search on the answer space:  
 for (int i = 1; i <= m; i++) {  
 long val = *func*(i, n);  
 if (val == (long)m) return i;  
 else if (val > (long)m) break;  
 }  
 return -1;  
}

**Time Complexity:** O(M), M = the given number.

**Space Complexity:** O(1) as we are not using any extra space.

**Optimal Approach:**

We are going to use the Binary Search algorithm to optimize the approach.

The primary objective of the Binary Search algorithm is to efficiently determine the appropriate half to eliminate, thereby reducing the search space by half. It does this by determining a specific condition that ensures that the target is not present in that half.

Now, we are not given any sorted array on which we can apply binary search. But, if we observe closely, we can notice that our answer space i.e. [1, n] is sorted. So, we will apply binary search on the answer space.

Edge case: How to eliminate the halves:

Our first approach should be the following:

After placing low at 1 and high m, we will calculate the value of ‘mid’.

Now, based on the value of ‘mid’ raised to the power n, we will check if ‘mid’ can be our answer, and based on this value we will also eliminate the halves. If the value is smaller than m, we will eliminate the left half and if greater we will eliminate the right half.

But, if the given numbers m and n are big enough, we cannot store the value midn in a variable. So to resolve this problem, we will implement a function like the following:

func(n, m, mid):

We will first declare a variable ‘ans’ to store the value midn.

Now, we will run a loop for n times to multiply the ‘mid’ n times with ‘ans’.

Inside the loop, if at any point ‘ans’ becomes greater than m, we will return 2.

Once the loop is completed, if the ‘ans’ is equal to m, we will return 1.

If the value is smaller, we will return 0.

Now, based on the output of the above function, we will check if ‘mid’ is our possible answer or we will eliminate the halves. Thus we can avoid the integer overflow case.

public static int nRoot(int num,int root)  
{  
 int low = 0;  
 int high = num;  
 int ans = 0;  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 int value = *nroot*(mid,num,root);  
 if(value == 1)  
 {  
 return mid;  
 }else if(value == 0)  
 {  
 low = mid + 1;  
 }  
 else  
 {  
 high = mid - 1;  
 }  
 }  
 return -1;  
}  
  
public static int nroot(int mid,int num,int root)  
{  
 int ans = 1;  
 for(int i=0;i<root;i++)  
 {  
 ans = ans \* mid;  
 if(ans>num)  
 return 2;  
 }  
 if(ans == num)  
 {  
 return 1;  
 }  
 return 0;  
}

**Time Complexity:** O(logN), N = size of the given array.

**Space Complexity:** O(1)

**5.** **Minimum days to make M bouquets.**

**Example 1:**

Input Format:

N = 8, arr[] = {7, 7, 7, 7, 13, 11, 12, 7}, m = 2, k = 3

Result:

12

Explanation:

On the 12th the first 4 flowers and the last 3 flowers would have already bloomed. So, we can easily make 2 bouquets, one with the first 3 and another with the last 3 flowers.

**Example 2:**

Input Format:

N = 5, arr[] = {1, 10, 3, 10, 2}, m = 3, k = 2

Result:

-1

Explanation:

If we want to make 3 bouquets of 2 flowers each, we need at least 6 flowers. But we are given only 5 flowers, so, we cannot make the bouquets.

Let's grasp the question better with the help of an example. Consider an array: {7, 7, 7, 7, 13, 11, 12, 7}. We aim to create bouquets with k, which is 3 adjacent flowers, and we need to make m, which is 2 such bouquets. Now, if we try to make bouquets on the 11th day, the first 4 flowers and the 6th and the last flowers would have bloomed. So, we will be having 6 flowers in total on the 11th day. However, we require two groups of 3 adjacent flowers each. Although we can form one group with the first 3 adjacent flowers, we cannot create a second group. Therefore, 11 is not the answer in this case.

If we choose the 12th day, we can make 2 such groups, one with the first 3 adjacent flowers and the other with the last 3 adjacent flowers. Hence, we need a minimum of 12 days to make 2 bouquets.

Observation:

Impossible case: To create m bouquets with k adjacent flowers each, we require a minimum of m\*k flowers in total. If the number of flowers in the array, represented by array-size, is less than m\*k, it becomes impossible to form m bouquets even after all the flowers have bloomed. In such cases, where array-size < m\*k, we should return -1.

Maximum possible answer: The maximum potential answer corresponds to the time needed for all the flowers to bloom. In other words, it is the highest value within the given array i.e. max(arr[]).

Minimum possible answer: The minimum potential answer corresponds to the time needed for atleast one flower to bloom. In other words, it is the smallest value within the given array i.e. min(arr[]).

Note: From the above observations, we can conclude that our answer lies between the range [min(arr[]), max(arr[])].

How to calculate the number of bouquets we can make on dth day:

We will count the number of adjacent bloomed flowers(say cnt) and whenever we get a flower that is not bloomed, we will add the number of bouquets we can make with ‘cnt’ adjacent flowers i.e. floor(cnt/k) to the answer. We will follow the process throughout the array.

**Brute – Force Approach:**

The extremely naive approach is to check all possible answers from min(arr[]) to max(arr[]). The minimum number for which possible() returns true, is our answer.

public static int roseGarden(int[] arr, int k, int m) {  
 long val = (long) m \* k;  
 int n = arr.length;  
 if (val > n) return -1;  
 int mini = Integer.*MAX\_VALUE*, maxi = Integer.*MIN\_VALUE*;  
 for (int i = 0; i < n; i++)  
 {  
 mini = Math.*min*(mini, arr[i]);  
 maxi = Math.*max*(maxi, arr[i]);  
 }  
 for (int i = mini; i <= maxi; i++)  
 {  
 if (*possible*(arr, i, m, k))  
 return i;  
 }  
 return -1;  
}

**Time Complexity**: O((max(arr[])-min(arr[])+1) \* N), where {max(arr[]) -> maximum element of the array, min(arr[]) -> minimum element of the array, N = size of the array}.

Reason: We are running a loop to check our answers that are in the range of [min(arr[]), max(arr[])]. For every possible answer, we will call the possible() function. Inside the possible() function, we are traversing the entire array, which results in O(N).

**Space Complexity**: O(1) as we are not using any extra space to solve this problem.

**Optimal Approach:**

Now, we are not given any sorted array on which we can apply binary search. But, if we observe closely, we can notice that our answer space i.e. [mini(arr[]), max(arr[])] is sorted. So, we will apply binary search on the answer space.

public int minDays(int[] bloomDay, int m, int k)  
{  
 if(bloomDay.length<m\*k)  
 {  
 return -1;  
 }  
 int result = -1;  
 int low = bloomDay[0];  
 int high = bloomDay[0];  
 for(int i=1;i<bloomDay.length;i++)  
 {  
 low = Math.*min*(bloomDay[i],low);  
 high = Math.*max*(bloomDay[i],high);  
 }  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 int ans = check(bloomDay,mid,m,k);  
 if(ans>=m)  
 {  
 result = mid;  
 high = mid - 1;  
 }  
 else if(ans<m)  
 {  
 low = mid + 1;  
 }  
  
 }  
 return result;  
}  
public int check(int[] bloomDay,int mid,int m,int k)  
{  
 int bouquet = 0;  
 int cnt = 0;  
 for(int i=0;i<bloomDay.length;i++)  
 {  
 if(bloomDay[i]<=mid)  
 {  
 cnt++;  
 }  
 else  
 {  
 bouquet += cnt/k;  
 cnt = 0;  
 }  
 }  
 bouquet += cnt/k;  
 return bouquet;  
}

**Time Complexity**: O(log(max(arr[])-min(arr[])+1) \* N), where {max(arr[]) -> maximum element of the array, min(arr[]) -> minimum element of the array, N = size of the array}.

**Space Complexity**: O(1) as we are not using any extra space to solve this problem.

**6.** **Capacity to Ship Packages within D Days  
Example 1:**

Input Format:

N = 5, weights[] = {5,4,5,2,3,4,5,6}, d = 5

Result:

9

Explanation:

If the ship capacity is 9, the shipment will be done in the following manner:

Day Weights Total

1 - 5, 4 - 9

2 - 5, 2 - 7

3 - 3, 4 - 7

4 - 5 - 5

5 - 6 - 6

So, the least capacity should be 9.

**Example 2:**

Input Format:

N = 10, weights[] = {1,2,3,4,5,6,7,8,9,10}, d = 1

Result:

55

Explanation:

We have to ship all the goods in a single day. So, the weight capacity should be the summation of all the weights i.e. 55.

Observation:

Minimum ship capacity: The minimum ship capacity should be the maximum value in the given array. Let’s understand using an example. Assume the given weights array is {1, 2, 3, 4, 5, 6, 7, 8, 9, 10} and the ship capacity is 8. Now in the question, it is clearly stated that the loaded weights in the ship must not exceed the maximum weight capacity of the ship. For this constraint, we can never ship the weights 9 and 10, if the ship capacity is 8. That is why, in order to ship all the weights, the minimum ship capacity should be equal to the maximum of the weights array i.e. nax(weights[]).

Maximum capacity: If the ship capacity is equal to the sum of all the weights, we can ship all goods within a single day. Any capacity greater than this will yield the same result. So, the maximum capacity will be the summation of all the weights i.e. sum(weights[]).

From the observations, it is clear that our answer lies in the range

[max(weights[]), sum(weights[])].

How to calculate the number of days required to ship all the weights for a certain ship capacity:

In order to calculate this, we will write a function findDays(). This function accepts the weights array and a capacity as parameters and returns the number of days required for that particular capacity. The steps will be the following:

findDays(weights[], cap):

We will declare to variables i.e. ‘days’(representing the required days) and ‘load’ (representing the loaded weights in the ship). As we are on the first day, ‘days’ should be initialized with 1 and ‘load’ should be initialized with 0.

Next, we will use a loop(say i) to iterate over the weights. For each weight, weights[i], we will check the following:

If load+weights[i] > cap: If upon adding current weight with load exceeds the ship capacity, we will move on to the next day(i.e. day = day+1) and then load the current weight(i.e. Set load to weights[i], load = weights[i]).

Otherwise, We will just add the current weight to the load(i.e. load = load+weights[i]).

Finally, we will return ‘days’ which represents the number of days required.

**Brute – Force Approach:**

The extremely naive approach is to check all possible capacities from max(weights[]) to sum(weights[]). The minimum number for which the required days <= d value, will be our answer.

public static int findDays(int[] weights, int cap) {  
 int days = 1; //First day.  
 int load = 0;  
 int n = weights.length; //size of array.  
 for (int i = 0; i < n; i++) {  
 if (load + weights[i] > cap) {  
 days += 1; //move to next day  
 load = weights[i]; //load the weight.  
 } else {  
 //load the weight on the same day.  
 load += weights[i];  
 }  
 }  
 return days;  
}  
  
public static int leastWeightCapacity(int[] weights, int d) {  
 //Find the maximum and the summation:  
 int maxi = Integer.*MIN\_VALUE*, sum = 0;  
 for (int i = 0; i < weights.length; i++) {  
 sum += weights[i];  
 maxi = Math.*max*(maxi, weights[i]);  
 }  
  
 for (int i = maxi; i <= sum; i++) {  
 if (*findDays*(weights, i) <= d) {  
 return i;  
 }  
 }  
 //dummy return statement:  
 return -1;  
}

**Time Complexity:** O(N \* (sum(weights[]) - max(weights[]) + 1)), where sum(weights[]) = summation of all the weights, max(weights[]) = maximum of all the weights, N = size of the weights array.

**Space Complexity:** O(1) as we are not using any extra space to solve this problem.

**Optimal Approach:**

We are going to use the Binary Search algorithm to optimize the approach.

The primary objective of the Binary Search algorithm is to efficiently determine the appropriate half to eliminate, thereby reducing the search space by half. It does this by determining a specific condition that ensures that the target is not present in that half.

Now, we are not given any sorted array on which we can apply binary search. Upon closer observation, we can recognize that our answer space, represented as [max(weights[]), sum(weights[])], is actually sorted. Additionally, we can identify a pattern that allows us to divide this space into two halves: one consisting of potential answers and the other of non-viable options. So, we will apply binary search on the answer space.

public static int findDays(int[] weights, int cap) {  
 int days = 1; //First day.  
 int load = 0;  
 int n = weights.length; //size of array.  
 for (int i = 0; i < n; i++) {  
 if (load + weights[i] > cap) {  
 days += 1; //move to next day  
 load = weights[i]; //load the weight.  
 } else {  
 //load the weight on the same day.  
 load += weights[i];  
 }  
 }  
 return days;  
}  
  
public static int leastWeightCapacity(int[] weights, int d) {  
 //Find the maximum and the summation:  
 int low = Integer.*MIN\_VALUE*, high = 0;  
 for (int i = 0; i < weights.length; i++) {  
 high += weights[i];  
 low = Math.*max*(low, weights[i]);  
 }  
  
 while (low <= high) {  
 int mid = (low + high) / 2;  
 int numberOfDays = *findDays*(weights, mid);  
 if (numberOfDays <= d) {  
 //eliminate right half  
 high = mid - 1;  
 } else {  
 //eliminate left half  
 low = mid + 1;  
 }  
 }  
 return low;  
}

**Time Complexity**: O(N \* log(sum(weights[]) - max(weights[]) + 1)), where sum(weights[]) = summation of all the weights, max(weights[]) = maximum of all the weights, N = size of the weights array.

Reason: We are applying binary search on the range [max(weights[]), sum(weights[])]. For every possible answer ‘mid’, we are calling findDays() function. Now, inside the findDays() function, we are using a loop that runs for N times.

**Space Complexity:** O(1) as we are not using any extra space to solve this problem.

**7.** **Kth Missing Positive Number   
Example 1:**

Input Format:

vec[]={4,7,9,10}, k = 1

Result:

1

Explanation:

The missing numbers are 1, 2, 3, 5, 6, 8, 11, 12, ……, and so on. Since 'k' is 1, the first missing element is 1.

**Example 2:**

Input Format:

vec[]={4,7,9,10}, k = 4

Result:

5

Explanation:

The missing numbers are 1, 2, 3, 5, 6, 8, 11, 12, ……, and so on. Since 'k' is 4, the fourth missing element is 5.

**Brute – Force Approach:**

LINEAR SEARCH

public int findKthPositive(int[] arr, int k)  
{  
 if(arr[arr.length-1]==arr.length)  
 {  
 return arr.length+k;  
 }  
 if(arr[0]>1 && k<arr[0])  
 {  
 return k;  
 }  
 int index = 0;  
 for(int i=0;i<arr.length;i++)  
 {  
 if(arr[i]-(i+1) >= k)  
 {  
 break;  
 }  
 else  
 {  
 index = i;  
 }  
 }  
 return arr[index] + (k-(arr[index]-(index+1)));  
}

**Time Complexity**: O(N), N = size of the given array.

**Space Complexity**: O(1) as we are not using any extra space to solve this problem.

**Optimal Approach:**

public int findKthPositive(int[] arr, int k)  
{  
 if(arr[arr.length-1]==arr.length)  
 {  
 return arr.length+k;  
 }  
 if(arr[0]>1 && k<arr[0])  
 {  
 return k;  
 }  
 int low = 0;  
 int high = arr.length - 1;  
 int first = 0;  
 int index1 = -1;  
 while(low <= high)  
 {  
 int mid = (low + high)/2;  
 int val = arr[mid] - (mid+1);  
 if(val < k)  
 {  
 first = val;  
 index1 = mid;  
 low = mid + 1;  
 }  
 else  
 {  
 high = mid - 1;  
 }  
 }  
 return arr[index1]+(k-first);  
}

We are going to use the Binary Search algorithm to optimize the approach.

The primary objective of the Binary Search algorithm is to efficiently determine the appropriate half to eliminate, thereby reducing the search space by half. It does this by determining a specific condition that ensures that the target is not present in that half.

We cannot apply binary search on the answer space here as we cannot assure which missing number has the possibility of being the kth missing number. That is why, we will do something different here. We will try to find the closest neighbors (i.e. Present in the array) for the kth missing number by counting the number of missing numbers for each element in the given array.

Let’s understand it using an example. Assume the given array is {2, 3, 4, 7, 11}. Now, if no numbers were missing the given array would look like {1, 2, 3, 4, 5}. Comparing these 2 arrays, we can conclude the following:

Up to index 0: Only 1 number i.e. 1 is missing in the given array.

Up to index 1: Only 1 number i.e. 1 is missing in the given array.

Up to index 2: Only 1 number i.e. 1 is missing in the given array.

Up to index 3: 3 numbers i.e. 1, 5, and 6 are missing.

Up to index 4: 6 numbers i.e. 1, 5, 6, 8, 9, and 10 are missing.

For a given value of k as 5, we can determine that the answer falls within the range of 7 to 11. Since there are only 3 missing numbers up to index 3, the 5th missing number cannot be before vec[3], which is 7. Therefore, it must be located somewhere to the right of 7. Our actual answer i.e. 9 also supports this theory. So, by following this process we can find the closest neighbors (i.e. Present in the array) for the kth missing number. In our example, the closest neighbors of the 5th missing number are 7 and 11.

How to calculate the number of missing numbers for any index i?

From the above example, we can derive a formula to find the number of missing numbers before any array index, i. The formula is

Number of missing numbers up to index i = vec[i] - (i+1).

The given array, vec, is currently containing the number vec[i] whereas it should contain (i+1) if no numbers were missing. The difference between the current and the ideal element will give the result.

How to apply Binary Search?

We will apply binary search on the indices of the given array. For each index, we will calculate the number of missing numbers and based on it, we will try to eliminate the halves.

How we will get the answer after all these steps?

After completing the binary search on the indices, the pointer high will point to the closest neighbor(present in the array) that is smaller than the kth missing number.

So, in the given array, the preceding neighbor of the kth missing number is vec[high].

Now, we know, up to index ‘high’,

the number of missing numbers = vec[high] - (high+1).

But we want to go further and find the kth number. To extend our objective, we aim to find the kth number in the sequence. In order to determine the number of additional missing values required to reach the kth position, we can calculate this as

more\_missing\_numbers = k - (vec[high] - (high+1)).

Now, we will simply add more\_missing\_numbers to the preceding neighbor i.e. vec[high] to get the kth missing number.

kth missing number = vec[high] + k - (vec[high] - (high+1))

= vec[high] + k - vec[high] + high + 1

= k + high + 1.  
  
**Time Complexity:** O(logN), N = size of the given array.

**Space Complexity:** O(1) as we are not using any extra space to solve this problem.

**8.** **Aggressive Cows**

Problem Statement: You are given an array 'arr' of size 'n' which denotes the position of stalls.

You are also given an integer 'k' which denotes the number of aggressive cows.

You are given the task of assigning stalls to 'k' cows such that the minimum distance between any two of them is the maximum possible.

Find the maximum possible minimum distance.

**Example 1:**

Input Format:

N = 6, k = 4, arr[] = {0,3,4,7,10,9}

Result:

3

Explanation:

The maximum possible minimum distance between any two cows will be 3 when 4 cows are placed at positions {0, 3, 7, 10}. Here the distances between cows are 3, 4, and 3 respectively. We cannot make the minimum distance greater than 3 in any ways.

**Example 2:**

Input Format:

N = 5, k = 2, arr[] = {4,2,1,3,6}

Result:

5

Explanation:

The maximum possible minimum distance between any two cows will be 5 when 2 cows are placed at positions {1, 6}.

Why do we need to sort the stalls?

To arrange the cows in a consecutive manner while ensuring a certain distance between them, the initial step is to sort the stalls based on their positions. In a sorted array, the minimum distance will always be obtained from any two consecutive cows. Arranging the cows in a consecutive manner does not necessarily mean placing them in consecutive stalls.

Assume the given stalls array is: {1,2,8,4,9} and after sorting it will be {1, 2, 4, 8, 9}. The given number of cows is 3.

We have to fit three cows in these 5 stalls. Each stall can accommodate only one. Our task is to maximize the minimum distance between two stalls. Let’s look at some arrangements:

In the first arrangement, the minimum distance between the cows is 1. Now, in the later cases, we have tried to place the cows in a manner so that the minimum distance can be increased. This is done in the second and third cases. It’s not possible to get a minimum distance of more than 3 in any arrangement, so we output 3.

Observation:

Minimum possible distance between 2 cows: The minimum possible distance between two cows is 1 as the minimum distance between 2 consecutive stalls is 1.

Maximum possible distance between 2 cows: The maximum possible distance between two cows is = max(stalls[])-min(stalls[]). This case occurs when we place 2 cows at two ends of the sorted stalls array.

From the observations, we can conclude that our answer lies in the range

[1, max(stalls[])-min(stalls[])].

How to place cows with maintaining a certain distance, ‘dist’, in the sorted stalls:

To begin, we will position the first cow in the very first stall. Next, we will iterate through the array, starting from the second stall. If the distance between the current stall and the last stall where a cow was placed is greater than or equal to the value 'dist', we will proceed to place the next cow in the current stall. Thus we will try to place the cows and finally, we will check if we have placed all the cows maintaining the distance, ‘dist’.

To serve this purpose, we will write a function canWePlace() that takes the distance, ‘dist’, as a parameter and returns true if we can place all the cows maintaining a minimum distance of ‘dist’. Otherwise, it returns false.

canWePlace(stalls[], dist, k):

We will declare two variables, ‘cntCows’ and ‘last’. ‘cntCows’ will store the number of cows placed, and ‘last’ will store the position of the last placed cow.

First, we will place the first cow in the very first stall. So, we will set ‘cntCows’ to 1 and ‘last’ to stall[0].

Then, using a loop we will start iterating the array from index 1. Inside the loop, we will do the following:

If stalls[i] - ‘last’ >= dist: This means the current stall is at least ‘dist’ distance away from the last stall. So, we can place the next cow here. We will increase the value ‘cntCows’ by 1 and set ‘last’ to the current stall.

If cntCows >= k: This means we have already placed k cows with maintaining the minimum distance ‘dist’. So, we will return true from this step.

If we are outside the loop, we cannot place k cows with a minimum distance of ‘dist’. So, we will return false.

<https://leetcode.com/problems/magnetic-force-between-two-balls/description/>

**Brute – Force Approach:**

public static boolean canWePlace(int[] stalls, int dist, int cows) {  
 int n = stalls.length; //size of array  
 int cntCows = 1; //no. of cows placed  
 int last = stalls[0]; //position of last placed cow.  
 for (int i = 1; i < n; i++) {  
 if (stalls[i] - last >= dist) {  
 cntCows++; //place next cow.  
 last = stalls[i]; //update the last location.  
 }  
 if (cntCows >= cows) return true;  
 }  
 return false;  
}  
public static int aggressiveCows(int[] stalls, int k) {  
 int n = stalls.length; //size of array  
 //sort the stalls[]:  
 Arrays.*sort*(stalls);  
  
 int limit = stalls[n - 1] - stalls[0];  
 for (int i = 1; i <= limit; i++) {  
 if (*canWePlace*(stalls, i, k) == false) {  
 return (i - 1);  
 }  
 }  
 return limit;  
}

**Time Complexity:** O(NlogN) + O(N \*(max(stalls[])-min(stalls[]))), where N = size of the array, max(stalls[]) = maximum element in stalls[] array, min(stalls[]) = minimum element in stalls[] array.

Reason: O(NlogN) for sorting the array. We are using a loop from 1 to max(stalls[])-min(stalls[]) to check all possible distances. Inside the loop, we are calling canWePlace() function for each distance. Now, inside the canWePlace() function, we are using a loop that runs for N times.

**Space Complexity**: O(1) as we are not using any extra space to solve this problem.

**Optimal Approach:**

public int maxDistance(int[] position, int m)  
{  
 Arrays.*sort*(position);  
 int low = 1;  
 int high = position[position.length-1]-position[0];  
 while(low <= high)  
 {  
 int mid = (low+high)/2;  
 if(canPlace(position,mid,m))  
 {  
 low = mid + 1;  
 }  
 else  
 {  
 high = mid - 1;  
 }  
 }  
 return high;  
}  
  
public boolean canPlace(int[] position,int minDis,int cows)  
{  
 int cnt = 1;  
 int prev = position[0];  
 for(int i=1;i<position.length;i++)  
 {  
 if(position[i]-prev >= minDis)  
 {  
 cnt+=1;  
 prev = position[i];  
 }  
 }  
 if(cnt>=cows)  
 return true;  
 else  
 return false;  
}

**Time Complexity**: O(NlogN) + O(N \* log(max(stalls[])-min(stalls[]))), where N = size of the array, max(stalls[]) = maximum element in stalls[] array, min(stalls[]) = minimum element in stalls[] array.

Reason: O(NlogN) for sorting the array. We are applying binary search on [1, max(stalls[])-min(stalls[])]. Inside the loop, we are calling canWePlace() function for each distance, ‘mid’. Now, inside the canWePlace() function, we are using a loop that runs for N times.

**Space Complexity:** O(1) as we are not using any extra space to solve this problem.

**9.** **Allocate Minimum Number of Pages**Problem Statement: Given an array ‘arr of integer numbers, ‘ar[i]’ represents the number of pages in the ‘i-th’ book. There are a ‘m’ number of students, and the task is to allocate all the books to the students.

Allocate books in such a way that:

Each student gets at least one book.

Each book should be allocated to only one student.

Book allocation should be in a contiguous manner.

You have to allocate the book to ‘m’ students such that the maximum number of pages assigned to a student is minimum. If the allocation of books is not possible. return -1

**Example 1:**

Input Format:

n = 4, m = 2, arr[] = {12, 34, 67, 90}

Result:

113

Explanation:

The allocation of books will be 12, 34, 67 | 90. One student will get the first 3 books and the other will get the last one.

**Example 2:**

Input Format:

n = 5, m = 4, arr[] = {25, 46, 28, 49, 24}

Result:

71

Explanation: The allocation of books will be 25, 46 | 28 | 49 | 24.

We can allocate books in several ways but it is clearly said in the question that we have to allocate the books in such a way that the maximum number of pages received by a student should be minimum.

Assume the given array is {25 46 28 49 24} and number of students, M = 4. Now, we can allocate these books in different ways. Some of them are the following:

25 | 46 | 28 | 49, 24 → Maximum no. of pages a student receive = 73

25 | 46 | 28, 49 | 24 → Maximum no. of pages a student receive = 77

25 | 46, 28 | 49 | 24 → Maximum no. of pages a student receive = 74

25, 46 | 28 | 49 | 24 → Maximum no. of pages a student receive = 71

From the above allocations, we can clearly observe that the minimum possible maximum number of pages is 71.

When it is impossible to allocate books:

When the number of books is lesser than the number of students, we cannot allocate books to all the students even if we give only a single book to each student. So, if m > n, we should return -1.

Observations:

Minimum possible answer: We will get the minimum answer when we give n books of the array to n students(i.e. Each student will receive 1 book). Now, in this case, the maximum number of pages will be the maximum element in the array. So, the minimum possible answer is max(arr[]).

Maximum possible answer: We will get the maximum answer when we give all n books to a single student. The maximum no. of pages he/she will receive is the summation of array elements i.e. sum(arr[]). So, the maximum possible answer is sum(arr[]).

From the observations, it is clear that our answer lies in the range [max(arr[]), sum(arr[])].

How to calculate the number of students to whom we can allocate the books if one can receive at most ‘pages’ number of pages:

In order to calculate the number of students we will write a function, countStudents(). This function will take the array and ‘pages’ as parameters and return the number of students to whom we can allocate the books.

countStudents(arr[], pages):

We will first declare two variables i.e. ‘students’(stores the no. of students), and pagesStudent(stores the number of pages of a student). As we are starting with the first student, ‘students’ should be initialized with 1.

We will start traversing the given array.

If pagesStudent + arr[i] <= pages: If upon adding the pages with the existing number of pages does not exceed the limit, we can allocate this i-th book to the current student.

Otherwise, we will move to the next student(i.e. students += 1 ) and allocate the book.

Finally, we will return the value of ‘students’

**Brute – Force Approach:**

public static int countStudents(ArrayList<Integer> arr, int pages) {  
 int n = arr.size(); // size of array  
 int students = 1;  
 long pagesStudent = 0;  
 for (int i = 0; i < n; i++) {  
 if (pagesStudent + arr.get(i) <= pages) {  
 // add pages to current student  
 pagesStudent += arr.get(i);  
 } else {  
 // add pages to next student  
 students++;  
 pagesStudent = arr.get(i);  
 }  
 }  
 return students;  
}  
  
public static int findPages(ArrayList<Integer> arr, int n, int m) {  
 // book allocation impossible  
 if (m > n)  
 return -1;  
  
 int low = Collections.*max*(arr);  
 int high = arr.stream().mapToInt(Integer::intValue).sum();  
  
 for (int pages = low; pages <= high; pages++) {  
 if (*countStudents*(arr, pages) == m) {  
 return pages;  
 }  
 }  
 return low;  
}

**Time Complexity:** O(N \* (sum(arr[])-max(arr[])+1)), where N = size of the array, sum(arr[]) = sum of all array elements, max(arr[]) = maximum of all array elements.

Reason: We are using a loop from max(arr[]) to sum(arr[]) to check all possible numbers of pages. Inside the loop, we are calling the countStudents() function for each number. Now, inside the countStudents() function, we are using a loop that runs for N times.

**Space Complexity:** O(1) as we are not using any extra space to solve this problem.

**Optimal Approach:**

public static int findPages(ArrayList<Integer> arr, int n, int m)  
{  
 int low = arr.get(0);  
 int high = 0;  
 for(int i=0;i<arr.size();i++)  
 {  
 if(arr.get(i)>low)  
 {  
 low = arr.get(i);  
 }  
 high += arr.get(i);  
 }  
 System.*out*.println("high: "+high);  
 while(low<=high)  
 {  
 int mid = (low+high)/2;  
 System.*out*.println("mid: "+mid);  
 if(*allocBook*(arr,mid,m) <= m)  
 {  
 high = mid - 1;  
 }  
 else  
 {  
 low = mid + 1;  
 }  
 }  
 return low;  
}  
  
public static int allocBook(ArrayList<Integer> arr, int maximum, int students)  
{  
 int student = 1;  
 int ans = 0;  
 for(int i=0;i<arr.size();i++)  
 {  
 if(ans+arr.get(i) <= maximum)  
 {  
 ans+=arr.get(i);  
 }  
 else  
 {  
 ans = arr.get(i);  
 student+=1;  
 }  
  
 }  
 return student;  
}

**Time Complexity:** O(N \* log(sum(arr[])-max(arr[])+1)), where N = size of the array, sum(arr[]) = sum of all array elements, max(arr[]) = maximum of all array elements.

**Space Complexity:** O(1) as we are not using any extra space to solve this problem.

**10.** **Split Array Largest sum**

Same as above problem.

**11. Painter's Partition Problem**

Same as above problem.

**12.** **Minimise Maximum Distance between Gas Stations**

Problem Statement: You are given a sorted array ‘arr’ of length ‘n’, which contains positive integer positions of ‘n’ gas stations on the X-axis. You are also given an integer ‘k’. You have to place 'k' new gas stations on the X-axis. You can place them anywhere on the non-negative side of the X-axis, even on non-integer positions. Let 'dist' be the maximum value of the distance between adjacent gas stations after adding k new gas stations.

Find the minimum value of ‘dist’.

Note: Answers within 10^-6 of the actual answer will be accepted. For example, if the actual answer is 0.65421678124, it is okay to return 0.654216. Our answer will be accepted if that is the same as the actual answer up to the 6th decimal place.

**Example 1:**

Input Format:

N = 5, arr[] = {1,2,3,4,5}, k = 4

Result:

0.5

Explanation:

One of the possible ways to place 4 gas stations is {1,1.5,2,2.5,3,3.5,4,4.5,5}. Thus the maximum difference between adjacent gas stations is 0.5. Hence, the value of ‘dist’ is 0.5. It can be shown that there is no possible way to add 4 gas stations in such a way that the value of ‘dist’ is lower than this.

**Example 2:**

Input Format:

N = 10, arr[] = {1,2,3,4,5,6,7,8,9,10}, k = 1

Result:

1

Explanation:

One of the possible ways to place 1 gas station is {1,1.5,2,3,4,5,6,7,8,9,10}. Thus the maximum difference between adjacent gas stations is still 1. Hence, the value of ‘dist’ is 1. It can be shown that there is no possible way to add 1 gas station in such a way that the value of ‘dist’ is lower than this.

Let’s understand how to place the new gas stations so that the maximum distance between two consecutive gas stations is reduced.

Let’s consider a small example like this: given gas stations = {1, 7} and k = 2.

Observation: A possible arrangement for placing 2 gas stations is as follows: {1, 7, 8, 9}. In this arrangement, the new gas stations are positioned after the last existing one. Prior to adding the new stations, the maximum distance between stations was 6 (i.e. the distance between 1 and 7). Even after placing the 2 new stations, the maximum distance remains unchanged at 6.

Conclusions:

From the above observation, we can conclude that placing new gas stations before the first existing station or after the last existing station will make no difference to the maximum distance between two consecutive stations.

So, in order to minimize the maximum distance we have to place the new gas stations in between the existing stations.

How to place the gas stations in between so that the maximum distance is minimized:

Until now we have figured out that we have to place the gas stations in between the existing ones. But we have to place them in such a way that the maximum distance between two consecutive stations is the minimum possible.

Let’s understand this considering the previous example. Given gas stations = {1, 7} and k = 2.

If we place the gas stations as follows: {1, 2, 6, 7}, the maximum distance will be 4(i.e. 6-2 = 4). But if we place them like this: {1, 3, 5, 7}, the maximum distance boils down to 2. It can be proved that we cannot make the maximum distance lesser than 2.

To minimize the maximum distance between gas stations, we need to insert new stations with equal spacing. If we have to add 'k' gas stations within a section of length 'section\_length', each station should be placed at a distance of

(section\_length / (k + 1)) from one another.

This way, we maintain a uniform spacing between consecutive gas stations.

For example, the gas stations are = {1, 7} and k = 2. Here, the ‘dist’ is = (7-1) = 6. So, the space between two gas stations will be dis / (k+1) = 6 / (2+1) = 2. The placements will be as follows: {1, 3, 5, 7}.

**Brute – Force Approach:**

We are given n gas stations. Between them, there are n-1 sections where we may insert the new stations to reduce the distance. So, we will create an array of size n-1 and each of its indexes will represent the respective sections between the given gas stations.

In each iteration, we will identify the index 'i' where the distance (arr[i+1] - arr[i]) is the maximum. Then, we will insert new stations into that section to reduce that maximum distance. The number of stations inserted in each section will be tracked using the previously declared array of size n-1.

Finally, after placing all the stations we will find the maximum distance between two consecutive stations. To calculate the distance using the previously discussed formula, we will just do as follows for each section:

distance = section\_length / (number\_of\_stations\_ inserted+1)

Among all the values of ‘distance’, the maximum one will be our answer.

Algorithm:

First, we will declare an array ‘howMany[]’ of size n-1, to keep track of the number of placed gas stations.

Next, using a loop we will pick k gas stations one at a time.

Then, using another loop, we will find the index 'i' where the distance (arr[i+1] - arr[i]) is the maximum and insert the current gas station between arr[i] and arr[i+1] (i.e. howMany[i]++).

Finally, after placing all the new stations, we will find the distance between two consecutive gas stations. For a particular section,

distance = section\_length / (number\_of\_stations\_ inserted+1)

= (arr[i+1]-arr[i]) / (howMany[i]+1)

Among all the distances, the maximum one will be the answer.  
  
public static double minimiseMaxDistance(int[] arr, int k) {  
 int n = arr.length; //size of array.  
 int[] howMany = new int[n - 1];  
  
 //Pick and place k gas stations:  
 for (int gasStations = 1; gasStations <= k; gasStations++) {  
 //Find the maximum section  
 //and insert the gas station:  
 double maxSection = -1;  
 int maxInd = -1;  
 for (int i = 0; i < n - 1; i++) {  
 double diff = arr[i + 1] - arr[i];  
 double sectionLength =  
 diff / (double)(howMany[i] + 1);  
 if (sectionLength > maxSection) {  
 maxSection = sectionLength;  
 maxInd = i;  
 }  
 }  
 //insert the current gas station:  
 howMany[maxInd]++;  
 }  
  
 //Find the maximum distance i.e. the answer:  
 double maxAns = -1;  
 for (int i = 0; i < n - 1; i++) {  
 double diff = arr[i + 1] - arr[i];  
 double sectionLength =  
 diff / (double)(howMany[i] + 1);  
 maxAns = Math.*max*(maxAns, sectionLength);  
 }  
 return maxAns;  
}

**Time Complexity**: O(k\*n) + O(n), n = size of the given array, k = no. of gas stations to be placed.

Reason: O(k\*n) to insert k gas stations between the existing stations with maximum distance. Another O(n) for finding the answer i.e. the maximum distance.

**Space Complexity:** O(n-1) as we are using an array to keep track of placed gas stations.

**Better Approach:**

In the previous approach, for every gas station, we were finding the index i for which the distance between arr[i+1] and arr[i] is maximum. After that, our job was to place the gas station. Instead of using a loop to find the maximum distance, we can simply use the heap data structure i.e. the priority queue.

Priority Queue: Priority queue internally uses the heap data structure. In the max heap implementation, the first element is always the greatest of the elements it contains and the rest elements are in decreasing order.

Note: Please refer to the article: priority\_queue in C++ STL to know more about the data structure.

Thus using a priority queue, we can optimize the search for the maximum distance. We will use the max heap implementation and the elements will be in the form of pairs i.e. <distance, index> as we want the indices sorted based on the distance. As we are using max heap the maximum distance will always be the first element.

Algorithm:

First, we will declare an array ‘howMany[]’ of size n-1, to keep track of the number of placed gas stations and a priority queue that uses max heap.

We will insert the first n-1 indices with the respective distance value, arrr[i+1]-arr[i] for every index.

Next, using a loop we will pick k gas stations one at a time.

Then we will pick the first element of the priority queue as this is the element with the maximum distance. Let’s call the index ‘secInd’.

Now we will place the current gas station at ‘secInd’(howMany[secInd]++) and calculate the new section length,

new\_section\_length = initial\_section\_length / (number\_of\_stations\_ inserted+1)

= (arr[secInd+1] - arr[secInd]) / (howMany[i] + 1)

After that, we will again insert the pair <new\_section\_length, secInd> into the priority queue for further consideration.

After performing all the steps for k gas stations, the distance at the top of the priority queue will be the answer as we want the maximum distance.

public static double minimiseMaxDistance(int[] arr, int k) {  
 int n = arr.length; // size of array.  
 int[] howMany = new int[n - 1];  
 PriorityQueue<Pair> pq = new PriorityQueue<>((a, b) -> Double.*compare*(b.first, a.first));  
  
 // insert the first n-1 elements into pq  
 // with respective distance values:  
 for (int i = 0; i < n - 1; i++) {  
 pq.add(new Pair(arr[i + 1] - arr[i], i));  
 }  
  
 // Pick and place k gas stations:  
 for (int gasStations = 1; gasStations <= k; gasStations++) {  
 // Find the maximum section  
 // and insert the gas station:  
 Pair tp = pq.poll();  
 int secInd = tp.second;  
  
 // insert the current gas station:  
 howMany[secInd]++;  
  
 double inidiff = arr[secInd + 1] - arr[secInd];  
 double newSecLen = inidiff / (double) (howMany[secInd] + 1);  
 pq.add(new Pair(newSecLen, secInd));  
 }  
  
 return pq.peek().first;  
}

**Time Complexity:** O(nlogn + klogn), n = size of the given array, k = no. of gas stations to be placed.

Reason: Insert operation of priority queue takes logn time complexity. O(nlogn) for inserting all the indices with distance values and O(klogn) for placing the gas stations.

**Space Complexity**: O(n-1)+O(n-1)

Reason: The first O(n-1) is for the array to keep track of placed gas stations and the second one is for the priority queue.

**Optimal Approach:**The primary objective of the Binary Search algorithm is to efficiently determine the appropriate half to eliminate, thereby reducing the search space by half. It does this by determining a specific condition that ensures that the target is not present in that half.

Observations:

Minimum possible answer: We will get the minimum answer when we place all the gas stations in a single location. Now, in this case, the maximum distance will be 0.

Maximum possible answer: We will not place stations before the first or after the last station rather we will place stations in between the existing stations. So, the maximum possible answer is the maximum distance between two consecutive existing stations.

From the observations, it is clear that our answer lies in the range [0, max(dist)].

Upon closer observation, we can recognize that our answer space is actually sorted. Additionally, we can identify a pattern that allows us to divide this space into two halves: one consisting of potential answers and the other of non-viable options. So, we will apply binary search on the answer space.

Changes in the binary search algorithm to apply it to the decimal answer space:

The traditional binary search algorithm used for integer answer space won't be effective in this case. As our answer space consists of decimal numbers, we need to adjust some conditions to tailor the algorithm to this specific context. The changes are the following:

while(low <= high): The condition 'while(low <= high)' inside the 'while' loop won't work for decimal answers, and using it might lead to a TLE error. To avoid this, we can modify the condition to 'while(high - low > 10^(-6))'. This means we will only check numbers up to the 6th decimal place. Any differences beyond this decimal precision won't be considered, as the question explicitly accepts answers within 10^-6 of the actual answer.

low = mid+1: We have used this operation to eliminate the left half. But if we apply the same here, we might ignore several decimal numbers and possibly our actual answer. So, we will use this: low = mid.

high = mid-1: Similarly, We have used this operation to eliminate the right half. But if we apply the same here, we might ignore several decimal numbers and possibly the actual answer. So, we will use this: high = mid.

We are applying binary search on the answer i.e. the possible values of distances. So, we have to figure out a way to check the number of gas stations we can place for a particular value of distance.

How to check the number of gas stations we can place with a particular distance ‘dist’:

In order to find out the number of gas stations we will use the following function:

numberOfGasStationsRequired(dist, arr[]):

We will use a loop(say i) that will run from 1 to n.

For each section between i and i-1, we will do the following:

No. of stations = (arr[i]-arr[i-1]) / dist

Let's keep in mind a crucial edge case: if the section\_length (arr[i] - arr[i-1]) is completely divisible by 'dist', the actual number of stations required will be one less than what we calculate.

if (arr[i]-arr[i-1] == (No. of stations\*dist): No. of stations -= 1.

Now, we will add the no. of stations regarding all the sections and the total will be the answer.

public static int numberOfGasStationsRequired(double dist, int[] arr) {  
 int n = arr.length; // size of the array  
 int cnt = 0;  
 for (int i = 1; i < n; i++) {  
 int numberInBetween = (int)((arr[i] - arr[i - 1]) / dist);  
 if ((arr[i] - arr[i - 1]) == (dist \* numberInBetween)) {  
 numberInBetween--;  
 }  
 cnt += numberInBetween;  
 }  
 return cnt;  
}  
  
public static double minimiseMaxDistance(int[] arr, int k) {  
 int n = arr.length; // size of the array  
 double low = 0;  
 double high = 0;  
  
 //Find the maximum distance:  
 for (int i = 0; i < n - 1; i++) {  
 high = Math.*max*(high, (double)(arr[i + 1] - arr[i]));  
 }  
  
 //Apply Binary search:  
 double diff = 1e-6 ;  
 while (high - low > diff) {  
 double mid = (low + high) / (2.0);  
 int cnt = *numberOfGasStationsRequired*(mid, arr);  
 if (cnt > k) {  
 low = mid;  
 } else {  
 high = mid;  
 }  
 }  
 return high;  
}

**Time Complexity:** O(n\*log(Len)) + O(n), n = size of the given array, Len = length of the answer space.

Reason: We are applying binary search on the answer space. For every possible answer, we are calling the function numberOfGasStationsRequired() that takes O(n) time complexity. And another O(n) for finding the maximum distance initially.

**Space Complexity:** O(1) as we are using no extra space to solve this problem.

**13.** **Median of 2 sorted arrays**

**Example 1:**

Input Format:

n1 = 3, arr1[] = {2,4,6}, n2 = 3, arr2[] = {1,3,5}

Result:

3.5

Explanation:

The array after merging 'a' and 'b' will be { 1, 2, 3, 4, 5, 6 }. As the length of the merged list is even, the median is the average of the two middle elements. Here two medians are 3 and 4. So the median will be the average of 3 and 4, which is 3.5.

**Example 2:**

Input Format:

n1 = 3, arr1[] = {2,4,6}, n2 = 2, arr2[] = {1,3}

Result:

3

Explanation:

The array after merging 'a' and 'b' will be { 1, 2, 3, 4, 6 }. The median is simply 3.

**Brute – Force Approach:**

We will call the required indices as ind2 = (n1+n2)/2 and ind1 = ((n1+n2)/2)-1. Now we will declare the counter called ‘cnt’ and initialize it with 0.

Now, as usual, we will take two pointers i and j, where i points to the first element of arr1[] and j points to the first element of arr2[].

Next, using a while loop( while(i < n1 && j < n2)), we will select two elements i.e. arr1[i] and arr2[j], and consider the smallest one among the two. Then, we will increase that specific pointer by 1.

In addition to that, in each iteration, we will check if the counter ‘cnt’ hits the indices ind1 or ind2. when 'cnt' reaches either index ind1 or ind2, we will store that particular element. We will also increase the ‘cnt’ by 1 every time regardless of matching the conditions.

If arr1[i] < arr2[j]: Check ‘cnt’ to perform necessary operations and increase i and ‘cnt’ by 1.

Otherwise: Check ‘cnt’ to perform necessary operations and increase j and ‘cnt’ by 1.

After that, the left-out elements from both arrays will be copied as it is into the third array. While copying we will again check the above-said conditions for the counter, ‘cnt’ and increase it by 1.

Now, let’s call the elements at the required indices as ind1el(at ind1) and ind2el(at ind2):

If the total length i.e. (n1+n2) is even: The median is the average of the two middle elements. median = (ind1el + ind2el) / 2.0.

If the total length i.e. (n1+n2) is odd: median = ind2el.

Finally, we will return the value of the median.  
  
public static double median(int[] a, int[] b) {  
 // Size of two given arrays  
 int n1 = a.length;  
 int n2 = b.length;  
  
 int n = n1 + n2; //total size  
 //required indices:  
 int ind2 = n / 2;  
 int ind1 = ind2 - 1;  
 int cnt = 0;  
 int ind1el = -1, ind2el = -1;  
  
 //apply the merge step:  
 int i = 0, j = 0;  
 while (i < n1 && j < n2) {  
 if (a[i] < b[j]) {  
 if (cnt == ind1) ind1el = a[i];  
 if (cnt == ind2) ind2el = a[i];  
 cnt++;  
 i++;  
 } else {  
 if (cnt == ind1) ind1el = b[j];  
 if (cnt == ind2) ind2el = b[j];  
 cnt++;  
 j++;  
 }  
 }  
  
 //copy the left-out elements:  
 while (i < n1) {  
 if (cnt == ind1) ind1el = a[i];  
 if (cnt == ind2) ind2el = a[i];  
 cnt++;  
 i++;  
 }  
 while (j < n2) {  
 if (cnt == ind1) ind1el = b[j];  
 if (cnt == ind2) ind2el = b[j];  
 cnt++;  
 j++;  
 }  
  
 //Find the median:  
 if (n % 2 == 1) {  
 return (double)ind2el;  
 }  
  
 return (double)((double)(ind1el + ind2el)) / 2.0;  
}

**Time Complexity:** O(n1+n2), where n1 and n2 are the sizes of the given arrays.

**Space Complexity:** O(1), as we are not using any extra space to solve this problem.

**Optimal Approach:**Now, let’s learn through the following observations how we can apply binary search to this problem. First, we will try to solve this problem where n1+n2 is even and then we will consider the odd scenario.

Observations:

Assume, n = n1+n2 i.e. the total length of the final merged array.

Median creates a partition on the final merged array: Upon closer observation, we can easily show that the median divides the final merged array into two halves. For example,
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Characteristics of each half:

Each half contains (n/2) elements.

Each half also contains x elements from the first array i.e. arr1[] and (n/2)-x elements from the second array i.e. arr2[]. The value of x might be different for the two halves. For example, in the above array, the left half contains 3 elements from arr1[] and 2 elements from arr2[].

The unique configuration of halves: Considering different values of x, we can get different left and right halves(x = the number of elements taken from arr1[] for a particular half). Some different configurations for the above example are shown below:
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How to solve the problem using the above observations:

Try to form the unique left half:

For a valid merged array, the configurations of the two halves are unique. So, we can try to form the halves with different values of x, where x = the number of elements taken from arr1[] for a particular half.

There's no need to construct both halves. Once we have the correct left half, the right half is automatically determined, consisting of the remaining elements not yet considered. Therefore, our focus will solely be on creating the unique left half.

How to form all configurations of the left half: We know that the left half will surely contain x elements from arr1[] and (n/2)-x elements from arr2[]. Here the only variable is x. The minimum possible value of x is 0 and the maximum possible value is n1(i.e. The length of the considered array).

For all the values,[0, n1] of x, we will try to form the left half and then we will check if that half’s configuration is valid.

Check if the formed left half is valid: For a valid left half, the merged array will always be sorted. So, if the merged array containing the formed left half is sorted, the formation is valid.

How to check if the merged array is sorted without forming the array:

In order to check we will consider 4 elements, i.e. l1, l2, r1, r2.

l1 = the maximum element belonging to arr1[] of the left half.

l2 = the maximum element belonging to arr2[] of the left half.

r1 = the minimum element belonging to arr1[] of the right half.

r1 = the minimum element belonging to arr2[] of the right half.

For example,
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How to apply Binary search to form the left half:

We will check the formation of the left half for all possible values of x. Now, we know that the minimum possible value of x is 0 and the maximum is n1(i.e. The length of the considered array). Now the range is sorted. So, we will apply the binary search on the possible values of x i.e. [0, n1].

How to eliminate the halves based on the values of x: Binary search works by eliminating the halves in each step. Upon closer observation, we can eliminate the halves based on the following conditions:

If l1 > r2: This implies that we have considered more elements from arr1[] than necessary. So, we have to take less elements from arr1[] and more from arr2[]. In such a scenario, we should try smaller values of x. To achieve this, we will eliminate the right half (high = mid-1).

If l2 > r1: This implies that we have considered more elements from arr2[] than necessary. So, we have to take less elements from arr2[] and more from arr1[]. In such a scenario, we should try bigger values of x. To achieve this, we will eliminate the left half (low = mid+1).

Until now, we have learned how to use binary search but with the assumption that (n1+n2) is even. Let’s generalize this.

If (n1+n2) is odd: In the case of even, we have considered the length of the left half as

(n1+n2) / 2. In this case, that length will be (n1 + n2 + 1) / 2. This much change is enough to handle the case of odd. The rest of the things will be completely the same.

As in the code, division refers to integer division, this modified formula (n1+n2+1) / 2 will be valid for both cases of odd and even.

What will be the answer i.e. the median:

If l1 <= r2 && l2 <= r1: This condition assures that we have found the correct elements.

If (n1+n2) is odd: The median will be max(l1, l2).

Otherwise, median = (max(l1, l2) + min(r1, r2)) / 2.0

Note: We are applying binary search on the possible values of x i.e. [0, n1]. Here n1 is the length of arr1[]. Now, to further optimize it, we will consider the smaller array as arr1[]. So, the actual range will be [0, min(n1, n2)].

public double findMedianSortedArrays(int[] nums1, int[] nums2)  
{  
 int n1 = nums1.length;  
 int n2 = nums2.length;  
 if(n1>n2) return findMedianSortedArrays(nums2,nums1);  
 int low = 0;  
 int high = n1;  
 int left = (n1+n2+1)/2;  
 int n = n1+n2;  
 while(low <= high)  
 {  
 int mid1 = (low+high)/2;  
 int mid2 = left - mid1;  
 int l1 = Integer.*MIN\_VALUE*;  
 int l2 = Integer.*MIN\_VALUE*;  
 int r1 = Integer.*MAX\_VALUE*;  
 int r2 = Integer.*MAX\_VALUE*;  
 if(mid1-1 >= 0)l1 = nums1[mid1-1];  
 if(mid2-1 >= 0)l2 = nums2[mid2-1];  
 if(mid1 < n1)r1 = nums1[mid1];  
 if(mid2 < n2)r2 = nums2[mid2];  
 if(l1 <= r2 && l2 <= r1)  
 {  
 if(n%2 == 1)  
 return Math.*max*(l1,l2);  
 return (Math.*max*(l1,l2)+Math.*min*(r1,r2))/2.0;  
 }  
 else if(l2>r1)  
 {  
 low = mid1 + 1;  
 }  
 else  
 {  
 high = mid1 - 1;  
 }  
 }  
  
 return 0;  
}

**Time Complexity:** O(log(min(n1,n2))), where n1 and n2 are the sizes of two given arrays.

Reason: We are applying binary search on the range [0, min(n1, n2)].

**Space Complexity:** O(1) as no extra space is used.

**14.Kth element of 2 sorted arrays.**

Same as above

Slight changes is that

Left side only k values , so that we can return k easily

And low and high changes accordingly.

low = max(0,k-n2);

high = min(k,n1);

finally, the mystery of why low and high needs to be corrected for this solution?

Let's take an example, m = 3, n = 10, k = 12

low = 0, and high = 3

then mid1 = 1;

means we pick only one element from the first array,

and now the remaining elements need to be picked from the second array.

mid2 = (k - mid1) = 12 - 1 = 11 ????

but there are only 10 elements in the second array .

Hence we can't start our search when we pick no elements from the first array. So our low must be max(k - n, 0) [no of elements at least need to pick for 1st array] .

Similarly, for high, we have to reduce the search space such that it can handle low K values.